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ABSTRACT. Using an orderly algorithm, the Steiner triple systems of order 19
are classified; there are 11,084,874,829 pairwise nonisomorphic such designs.
For each design, the order of its automorphism group and the number of Pasch
configurations it contains are recorded; 2,591 of the designs are anti-Pasch.
There are three main parts of the classification: constructing an initial set of
blocks, the seeds; completing the seeds to triple systems with an algorithm for
exact cover; and carrying out isomorph rejection of the final triple systems.
Isomorph rejection is based on the graph canonical labeling software nauty
supplemented with a vertex invariant based on Pasch configurations. The
possibility of using the (strongly regular) block graphs of these designs in the
isomorphism tests is utilized. The aforementioned value is in fact a lower
bound on the number of pairwise nonisomorphic strongly regular graphs with
parameters (57,24,11,9).

1. INTRODUCTION

A Steiner triple system of order v, briefly STS(v), is a set of 3-element subsets,
called blocks, of a v-set of points, such that every pair of points occurs in exactly one
block. Given an STS(v), standard counting arguments show that each point must
occur in exactly r = (v —1)/2 blocks, and that the triple system consists of exactly
b = wv(v —1)/6 blocks. Since r and b are integers, we get necessary conditions for
the existence of an STS(v), which in fact turn out to be sufficient.

Theorem 1.1. For v > 3, an STS(v) ezists if and only if either v = 1 (mod 6)
or v =3 (mod 6).

For a survey of this result and various other aspects of triple systems, the reader
is referred to [4].

Two STS are isomorphic if there exists a bijection between the point sets that
maps blocks onto blocks; such a bijection is an isomorphism. An automorphism of a
triple system is an isomorphism of the triple system onto itself. The automorphism
group of the triple system consists of all of its automorphisms.

The number of pairwise nonisomorphic STS(v) is denoted by N(v). It is known
that N (v) grows exponentially; in [23] it is proved (subject to the van der Waerden
Permanent Conjecture, which is proved in [6, 7]) that

(€7%0)"" /8 < N(v) < (e7'/20)"" /6,
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The first few nonzero values of the function N(v) are N(3) =1, N(7) =1, N(9) =1,
N(13) = 2, and N(15) = 80. All these values were obtained in the days of hand
calculations. The (correct) manual calculation of N(15) in the 1910s is a remarkable
achievement [5, 22]; it took almost 40 years before this result could be confirmed
in one of the first computer-aided results in combinatorics [10]. Perhaps even more
remarkable is that it would take almost a century before the next open value, N(19),
could be settled, in this paper.

As long as a complete classification of Steiner triple systems of order 19 has
been lacking, various results on such designs with special properties have been
studied. The results obtained include classifications of STS(19) with nontrivial
automorphism group [3] and of STS(19) holding a STS(9) subdesign [20]. The
former of these makes a partial correctness check of our results possible; it turns
out that the results in [3] are partly in error.

Some basic results on Steiner triple systems needed in the determination of
N(19) are presented in Section 2. In particular, a connection between Steiner
triple systems and strongly regular graphs is of central importance. The main
algorithm used is presented in Section 3, whose central themes are the general
backtrack algorithm and isomorph rejection. The statistics of the search, which
took approximately two CPU years, are presented in Section 4. For each design
found, the order of the automorphism group and the number of Pasch configurations
it contains are tabulated. The total number of pairwise nonisomorphic Steiner triple
systems of order 19 is N(19) = 11,084,874,829. The total number of Steiner triple
systems of order 19 is 1,348,410,350,618,155,344,199,680,000. Using data obtained
in the computer search, this number can be calculated in two different ways. The
paper is concluded by roughly estimating the resources needed to calculate N(21).

2. PRELIMINARIES

All graphs in this paper are undirected. The point set {1,...,v} is used for
all STS(v), and the vertex set {1,...,b} is used for all graphs of order b. The
symmetric group on {1,...,b} is denoted by S,. The automorphism group of a
graph G is denoted by Aut(G). Similarly, the automorphism group of a triple
system B is denoted by Aut(B).

Given a labeling B = {Bjy, ..., By} of the blocks of an STS(v), the block automor-
phism group of the STS(v) consists of all permutations 7 € S, for which there exists
a p € Aut(B) such that u(Bj) = B, for all j € {1,...,b}. From the incidence
matrix representation of an STS(v) it is easy to see that the block automorphism
group is isomorphic to Aut(B) for v # 3.

2.1. Block Graphs. A block graph or line graph of an STS is a graph whose
vertices are in a one-to-one correspondence with the blocks of the triple system, with
two vertices joined by an edge if and only if the corresponding blocks have nonempty
intersection. More formally, if we label the blocks of an STS(v) as By, ..., By, then
the block graph (subject to this labeling) over the vertex set {1,...,b} contains the
edge {i,j} if and only if B; N B; # (. Whenever we fix a labeling of the blocks, we
assume that the block graph has been constructed as above.

A strongly regular graph with parameters (n,d, A, u), briefly srg(n,d, A\, u), is a
graph of order n in which each pair of vertices has exactly d, A, or u common
neighbours depending on whether the vertices are equal, adjacent, or nonadjacent,
respectively.
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Straightforward counting arguments establish the following well-known theorem.

Theorem 2.1. A block graph of an STS(v) is a strongly regular graph
srg(0(v — 1)/6,3(v — 3)/2, (v + 3)/2,9).

The converse of this theorem holds on condition that v is large enough. This
result was obtained by Bose [1] in the early 1960s, for v > 67. The following
theorem is one of the central building blocks of our classification approach.

Theorem 2.2. For v > 19, every STS(v) can be reconstructed up to isomorphism
from its block graph.

The proof of [17, Theorem 10] contains an explicit algorithm for constructing an
STS from a strongly regular graph. We do not, however, need such an algorithm
here, since every such graph will be explicitly constructed from an STS, and the
transformation between these objects is therefore known.

The following corollary is an immediate consequence of Theorem 2.2.

Corollary 2.3. For v > 19, two STS(v) are isomorphic if and only if their block
graphs are isomorphic.

The following results are well-known.
Lemma 2.4. For v > 19, a block graph of an STS(v) contains exactly v r-cliques.

Proof. The vertices of an r-clique in the block graph clearly correspond to a set of
r blocks with pairwise nonempty intersection. A short case-by-case analysis shows
that a set of blocks with pairwise nonempty intersection in an STS(v) has size at
most 7 unless the blocks share a common point. Since each point occurs in r blocks,
and no two blocks contain the same point pair, there are exactly v sets of r blocks
with pairwise nonempty intersection when r > 7, that is, v > 19. g

Theorem 2.5. For v > 19, the automorphism group of an STS(v) and the auto-
morphism group of a corresponding block graph are isomorphic.

Proof. Label the blocks of an STS(v) as B = {Bi,...,Bs}, and consider the as-
sociated block graph G. Clearly, the block automorphism group of the STS is a
subgroup of Aut(G). The converse also holds for v > 19 by Lemma 2.4. Namely, a
T € Aut(G) must then permute the vertex sets of the v r-cliques in G. Since the
r-cliques correspond to the points of the underlying STS, we obtain a u € Aut(B)
such that u(Bj) = B, ;) for all j € {1,...,b}. Consequently, 7 is a block automor-
phism of B. O

Corollary 2.6. Let B = {B,...,By} and B' = {Bji,...,B;} be isomorphic
STS(v), where v > 19, and suppose G and G' are the associated block graphs.

Then, for every isomorphism 7 € Sy of G onto G', there exists a v € S, such that
v(B;j) = B’T(j) holds for all j € {1,...,b}.

2.2. Canonical Labeling of Graphs Using nauty. Our isomorph rejection
strategy for STS(v) uses the graph canonical labeling software nauty [12, 13]. We
need the following definitions and facts about nauty to enable subsequent discus-
sion.

An ordered partition of a nonempty finite set V' is a sequence (Vi,..., Vi) of
nonempty pairwise disjoint subsets of V' whose union is V; the sets Vi,...,Vy,
are called cells of the partition. Associated with each ordered partition I' =
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(Vi,..., V) of V is a canonical ordered partition ¢(T') := (Wy,...,W,,), whose
cells are defined by

Wy, ::{tk+1,tk+2,...,tk+|Vk|}, ty : =0, tg:= |V1|+-'-+|Vk_1|,

for all k € {1,...,m}. A permutation 7 of V' acts on an ordered partition I' =
Vi, ..., Vi) by 7(0) := (7(V1), ..., 7(Vin))-

Fact 2.7. For a graph GG and an ordered partition I' of the vertex set {1,...,b}
of G, nauty computes a canonical labeling o € Sp and generators for the group
Autr(G) := {a € Aut(G) : a(T') =T'}. The canonical labeling satisfies

(1) oar(G) = 0:(G),~1)(T(G))
(2) og,r(I') =)
for all 7 € Sy, graphs G, and ordered partitions I of the vertex set {1,...,b}.

Let & be a set of graphs over the vertex set {1,...,b}, and suppose that ¥ is
closed under permutation of the vertices. A vertex invariant for & associates to each
graph G € ¢ an ordered partition A(G) of {1,...,b} such that A(7(G)) = 7(A(G))
holds for all G € 4 and T € .

Theorem 2.8. Let A be a vertex invariant for 4. Then, og z(q) satisfies

(3) 06,u(6)(G) = 0r@) A (@) (T(G))
for all graphs G € 4 and T € Sy. Moreover, Aut(G) = Auty(g)(G) for all G € 9.

Proof. Equality in (3) is an immediate consequence of (1) and the definition of a
vertex invariant. For the second part, observe that aA(G) = A(G) for all a €
Aut(G). O

To lighten the notation, we omit the vertex invariant whenever it is not explicitly
required. For example, (3) then becomes

(4) 0c(G) = 076 (7(G)).

2.3. Pasch Configurations. A Pasch configuration (or fragment or quadrilateral)
in an STS is a set of four blocks and six points of the form {u,v,w}, {w,z,y},
{u,z,z}, {v,y,z}. Algorithms for finding the Pasch configurations in a Steiner
triple system are considered in [18]. An STS is said to be anti-Pasch if it does not
contain a Pasch configuration. Note that the blocks in a Pasch configuration have
pairwise nonempty intersection. However, all sets of four blocks that have pairwise
nonempty intersection do not form a Pasch configuration. A detailed study of four-
line configurations in Steiner triple systems appears in [8]; the following theorem
suffices for our purposes.

Theorem 2.9. Each block of an STS(v) occurs in exactly (v—3)(v? —12v+99)/16
sets of four blocks that have pairwise nonempty intersection but do not form a Pasch
configuration.

Proof. Consider any set of four blocks with pairwise nonempty intersection. A short
case-by-case analysis shows that, unless the blocks form a Pasch configuration, there
exists a unique point x that occurs in at least three of the four blocks. Fix any
block B of an STS(v). We count the sets of four blocks of the above type in which
B occurs by splitting the count into subcases as follows.
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Case 1. The point x has multiplicity 3, and © € B. First, there are 3 possibilities
for x € B. Second, there are r — 1 choices for a block B; that contains x. Third,
there are 4 choices for a block By that has nonempty intersection with both B and
B; but = ¢ By. Block B; that contains z and has nonempty intersection with By
is unique. Since the choices for B; and Bjs can be interchanged, the total number
of sets of four blocks that contain B in this subcase is 6(r — 1).

Case 2. The point x has multiplicity 3, and x ¢ B. There are v — 3 choices for
z. Since z is unique, the three blocks in addition to B are uniquely determined as
the blocks that contain {z,y}, where y € B.

Case 3. The point x has multiplicity 4. Clearly, x € B. There are 3(’";1) sets
of four blocks that contain B in which # € B occurs with multiplicity 4. Namely,
there are 3 ways to choose = and (rgl) ways to choose the other 3 blocks after x
has been fixed.

Since the subcases are nonoverlapping, we have that B occurs in exactly

r—1\  (v—3)(v? —12v+99)
3 ) 16

sets of four blocks that have pairwise nonempty intersection but do not form a
Pasch configuration. d

6(r—1)+(v—3)+3(

The 4-cliques of a block graph are divided into those that correspond to Pasch
configurations and those considered in Theorem 2.9. Fix a labeling By, ..., By of
the blocks of an STS(v), and let G be the associated block graph. Denote by Cy(j)
the number of 4-cliques in G that contain vertex j, and denote by P(B;) the number
of Pasch configurations in the STS that contain B;. Then,

v —3)(v? — 120 + 99)
16

Motivated by this observation, we can build a vertex invariant for block graphs
by partitioning the vertices according to the number of Pasch configurations in
which a block occurs. The Pasch configuration invariant is faster to compute than
an invariant that partitions the vertices based on the number of 4-cliques because
we need not consider the 4-cliques arising from other four-block configurations.
Theorem 2.9 shows that when v = 19 there are already 232 such “redundant”
4-cliques for each vertex.

Let G be any block graph of an STS(v), and let B = {By,...,By} be any
STS(v) for which G is the associated block graph. Let {pi,...,pn} := {P(B;)
j€{1,...,b}}, where p; > ps > -+ > pp,. Define the ordered partition Ap(G) :=
(Vl,,Vm) by V; = {] € {1,,b} . P(B]) :pz}

Theorem 2.10. For v > 19, the function Ap is well-defined and constitutes a
vertex invariant for the set of all block graphs derived from STS(v).

Proof. Let G be a block graph, and let B = {B;,..., By} be any STS(v) for which
G is the associated block graph. Select any 7 € S,. (To establish well-definedness,
take the identity permutation.) Put G' := 7(G), and let B' = {B{,...,B;} be
any STS(v) for which G' is the associated block graph. Suppose that Ap(G) =
(Vi,...,Vip) and Ap(G") = (V/,...,V},). By Corollary 2.3, B and B’ are isomor-
phic. So, Corollary 2.6 implies that there exists a v € S, such that v(B;) = B’T(j)
holds for all j € {1,...,b}. Thus, P(B;) = P(B’T(j)) holds for all j € {1,...,b},

which implies m = m/, p; = pi, and 7(V;) = {7(j) : P(B;) = pi} = {Jj

(5) Cu(j) = ¢ +P(B)),
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11111111 | 00000000 | 00000000
00000000 | 11111111 | 00000000
00000000 | 00000000 | 11111111
10000000
10000000
01000000
01000000
00100000
00100000
00010000 A B
00010000
00001000
00001000
00000100
00000100
00000010
00000010
00000001
00000001

SO O OO OO OOOOOO O OO =

FIGURE 1. Structure of seeds.

P(B}) = p;} = V/ for all i € {1,...,m}. Consequently, Ap is well-defined, and
T(Ap(G)) = Ap(7(G)). O

3. CLASSIFICATION OF STEINER TRIPLE SYSTEMS

The correspondence between Steiner triple systems and strongly regular graphs
given by Theorem 2.2 is very useful from an algorithmic point of view since we
can alternate between representations and use the best representation for the task
at hand. The core of our algorithm is an efficient exact cover algorithm [11] for
constructing STS(19). Isomorph-free generation [15] is achieved using the block
graph representation and nauty supplemented with the Pasch configuration vertex
invariant. The details of our approach are as follows.

The construction process has two stages. The first stage is a preprocessing stage
in which the seeds for the main search are determined. The second stage consists
of determining all extensions of each seed to an STS(19) and rejecting isomorphs.

3.1. Constructing and Extending Seeds. In the preprocessing stage, we fix the
first block, {1,2,3}, and construct all pairwise nonisomorphic designs consisting of
3-element blocks that intersect the first block so that the total number of blocks
is 25 (r = 9 for an STS(19)) and no pair in {1,2,...,19} occurs in more than one
block. Up to isomorphism, the incidence matrix of such a design is as shown in
Figure 1.

To fill out the parts A and B in Figure 1, a backtrack search with isomorph
rejection is carried out. Actually, the A part can be completed up to isomorphism
using combinatorial arguments; there are only seven such completions, which are
shown in Figure 2. From left to right these correspond to the seven partitions

4+4+4+4, 4+4+8, 4+6+6, 4+12, 6+10, 8+8, 16
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10000000 10000000 10000000 10000000 10000000 10000000 10000000
01000000 01000000 01000000 01000000 01000000 01000000 01000000
10000000 10000000 10000000 10000000 10000000 10000000 10000000
01000000 01000000 01000000 01000000 00100000 00100000 00100000
00100000 00100000 00100000 00100000 01000000 01000000 01000000
00010000 00010000 00010000 00010000 00100000 00010000 00010000
00100000 00100000 00100000 00100000 00010000 00100000 00100000
00010000 00010000 00001000 00001000 00001000 00010000 00001000
00001000 00001000 00010000 00010000 00010000 00001000 00010000
00000100 00000100 00001000 00000100 00000100 00000100 00000100
00001000 00001000 00000100 00001000 00001000 00001000 00001000
00000100 00000010 00000010 00000010 00000010 00000010 00000010
00000010 00000100 00000100 00000100 00000100 00000100 00000100
00000001 00000001 00000001 00000001 00000001 00000001 00000001
00000010 00000010 00000010 00000010 00000010 00000010 00000010
00000001 00000001 00000001 00000001 00000001 00000001 00000001

FIGURE 2. Possible choices for the A matrix.

of 16 into even integers greater than or equal to 4. (Each completion corresponds
to a 1-factor of the complete graph K¢ that is disjoint from the 1-factor in columns
2 to 9 of Figure 1. The union of two such 1-factors is a 2-regular graph consisting
of even-length cycles only; up to isomorphism these correspond to the partitions
above.)

To complete the B part for each of the seven A matrices and to carry out isomorph
rejection, the use of computer is inevitable. (Note that it not necessary to optimize
these algorithms, since the amount of computer time consumed in this stage is only a
fraction of the total time.) For each completion we perform isomorph rejection with
nauty against a stored collection of orbit representatives. Each design is encoded
as a vertex-colored bipartite graph in which vertices of one color correspond to the
points, vertices of another color correspond to the blocks, and edges encode the
incidence relation between points and blocks [13, p. 23]. In total, 14,648 pairwise
nonisomorphic 25-block seed subdesigns are obtained in this way.

The problem of finding all extensions of a seed subdesign to an STS(19) is that
of finding all solutions to an instance of exact cover. In the exact cover problem,
we are given a set and a collection of its subsets; the task is to cover the set with
given subsets so that each element of the set is covered exactly once. With our
25-block seed subdesigns, we want to cover the remaining uncovered pairs with 32
3-subsets so that each pair is covered exactly once. A fast, state-of-the-art exact
cover algorithm can be found in [11], to which we refer the reader for details.

In fact, it turns out that data of a complete search described above can be
combined with previous results to calculate the number of pairwise nonisomorphic
STS(19) as follows. Let Bi,...,Bn(19) be representatives from the isomorphism
classes of STS(19). Then the orbit-stabilizer theorem gives as the total number of
STS(19)

N(19) 101

(6) 2 TR
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Let the seed subdesigns be S;, 1 < ¢ < 14,648, and let M; denote the total number
of completions of S; to STS(19). Again, the orbit-stabilizer theorem can be used
to get the total number of STS(19):

| Hets o
@ 57 ; sy M
Since we know [3] the number of STS(19) for which |Aut(B;)| > 1, and all values
in (7) are known after the search, it is straightforward to determine from (6) the
number of STS(19) with trivial automorphism group.

However, to be able to verify the final result in two different ways, and also to
be able to check all designs for certain properties, we enhance the search to be able
to identify all pairwise nonisomorphic STS(19). Actually, in this way we are able
to discover fatal errors in [3].

3.2. Isomorph Rejection. The most involved part of the algorithm is the elimi-
nation of isomorphic STS(19) from consideration. There are three issues that need
to be addressed.

First, the main search must be conducted in parallel because of the consider-
able resource requirements. This presents a difficulty since the parallel runs should
preferably be independent of each other, whereby no comparisons between isomor-
phism class representatives encountered in distinct runs are allowed. Second, the
search is to be conducted in part on computers that do not have enough main
memory to store the millions of isomorphism class representatives potentially en-
countered as extensions of a single seed subdesign. Third, isomorphism testing
must be fast since there are in the order of, as we now know, 7 - 10* STS(19)
candidates that are to be tested for isomorphism. Luckily enough, all of the above
difficulties are essentially solved by a recent algorithm framework for isomorph-free
exhaustive generation [15].

Our basic isomorph rejection strategy is to use nauty to compute the canonical
labeling and automorphism orbits of the block graph of a generated STS(19). To
enable parallelization we must guarantee that algorithm runs performed on different
seed subdesigns do not output isomorphic STS(19). This can be accomplished by
using the output of nauty to test that a generated STS(19) originates from the
correct parent seed subdesign. This test is motivated by the general theory in [15].

We fix the following labeling convention to connect the seed subdesign to a block
graph. (Recall that the block {1,2,3} occurs in every seed subdesign.)

Requirement 3.1. We require that the block {1,2,3} corresponds to the vertex
labeled 1 in a block graph whenever the test (8) below is performed.

For every STS(19) generated from a seed subdesign, we construct its block graph
G and test with nauty that the following condition is satisfied. (Recall that o¢
denotes the canonical labeling computed by nauty for G.)

(8) 1€ {a(oz' (1) : a€ Aut(G)}.

If the test fails, we reject the STS(19) from further consideration.

To establish correctness of the test (8) we must prove that the test is sound, that
is, any two isomorphic STS(19) that pass the test are generated from the same seed
subdesign. Moreover, we must prove that the test is complete in the sense that a
generated STS(19) from every isomorphism class of STS(19) will pass the test.
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Theorem 3.2. Let B and B’ be two generated STS(19) that pass the test (8). If B
and B' are isomorphic, then they have been constructed by extending the same seed
subdesign S. Moreover, there exists an automorphism of S that is an isomorphism

of B onto B'.

Proof. Let S and S’ be the seed subdesigns from which B and B’ have been con-
structed. Suppose B = {Bi,...,By} and B' = {Bj, ..., B}} satisfy Requirement
3.1 and let G and G’ be the associated block graphs. Since both graphs pass the
test (8), there exist & € Aut(G) and S € Aut(G’) such that

a(ogt (1)) =1=B(og (1)
By Corollary 2.3 and (4) we have
oG(a” Q) = 06(G) = 06/ (G") = 0 (B7H(G")).

So, T := Bag}aga’l is an isomorphism of G onto G’ that keeps the vertex 1 fixed.
Since B; = B = {1,2,3} by Requirement 3.1, Corollary 2.6 applied to 7 gives
an isomorphism v € S, of B onto B’ such that v({1,2,3}) = {1,2,3}. Conse-
quently, v(S) = &', so S and S’ are isomorphic and hence equal because exactly
one representative from each isomorphism class of seed subdesigns is considered for

extension in the main search. Thus, B and B’ have been constructed from the same
seed subdesign and v is an automorphism of S. O

Theorem 3.3. For every isomorphism class of STS(19), there exists an STS(19)
that is an extension of a seed subdesign and that passes the test (8).

Proof. Let B={By,...,B} be an arbitrary STS(19) and suppose G is the associ-
ated block graph. (Requirement 3.1 need not apply to G.) Put p := a&l (1). By the
structure of an STS(19), the set of blocks S := {B; : B, N B; # B} is isomorphic
to exactly one seed subdesign S’ considered in the main search. Let u € S, be an
isomorphism of S onto S'. Put B' := u(B). Since S' C B’, B' will eventually be gen-
erated as an extension of the seed subdesign S'. Fix any labeling B’ = {B1,...,B}}
that satisfies Requirement 3.1, and suppose G’ is the associated block graph. We
now show that G' satisfies (8). Define 7 € S; by the rule p(B;) = B’T(j) for all
j€{1,...,b}. Clearly, G' = 7(G). Since B, is the only block whose points occur
with multiplicity r in S, and the same holds for the block {1,2,3} in &', we must
have u(Bp) = {1,2,3}. Consequently, 7(p) = 1 since Requirement 3.1 applies to
G'. By (4) we have o;'ogT € Aut(G), or equivalently, a := o5 0g: € Aut(G").
But this implies that G’ satisfies (8) since aog/! (1) = o5 (1) = 7(p) = 1. O

After the test (8) we must still perform isomorph rejection on those STS(19)
that have been generated from the same seed subdesign.

If the automorphism group of the seed subdesign is large, then the further test
we employ is simply a hash table query to see whether the canonically labeled block
graph oG (G) computed by nauty during the test (8) has been encountered earlier.
If 0(G) does not occur in the hash table, then we accept the STS(19) and insert
0c(G) into the hash table; otherwise we reject the STS(19). By Corollary 2.3 this
suffices for isomorph rejection together with the test (8).

When the automorphism group of the seed subdesign is small, we employ an
alternative test, also motivated by [15], based on automorphisms of the seed subde-
sign. With this test it is not necessary to store the isomorphism class representatives
encountered. Let S be a seed subdesign and suppose Aut(S) is the corresponding
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automorphism group (acting on the points). Suppose B D S is an extension of S
to an STS(19). We test whether B satisfies

(9) for all u € Aut(S), B < u(B),

where “<” is any (for example, lexicographic) total order on the set of STS(19). For
performance reasons it is useful to perform the test (9) first, that is, if a generated
STS(19) satisfies (9), then we proceed with the test (8); otherwise we immediately
reject the STS(19).

We conclude this section by proving that the tests (8) and (9) work together as
intended. First, we prove that the two tests are sound.

Theorem 3.4. Let B and B’ be distinct extensions of a seed subdesign S to an
STS(19). If both B and B’ pass the tests (8) and (9), then they are nonisomorphic.

Proof. To reach a contradiction, suppose B and B’ are distinct and isomorphic. By
Theorem 3.2 there exists a u € Aut(S) such that u(B) = B'. Hence, either B or 5’
is rejected in the test (9). O

It remains to show completeness, that is, at least one generated STS(19) from
every isomorphism class of STS(19) will pass both tests. For an arbitrary isomor-
phism class of STS(19), let B be a generated STS(19) from the isomorphism class
that passes the test (8); the existence of B is guaranteed by Theorem 3.3. Let S be
the seed subdesign from which B is generated and let By, be the (lexicographic)
minimum of the Aut(S)-orbit of B. The following theorem shows that also By
passes the test (8). Since Bpin by definition passes the test (9), we conclude that
at least one generated STS(19) from every isomorphism class will pass both tests.

Theorem 3.5. Let B be an extension of a seed subdesign S to an STS(19). Then,
B passes the test (8) if and only if u(B) passes the test (8) for all p € Aut(S).

Proof. Tt suffices to prove the “only if” direction. Let p € Aut(S). Suppose that
B = {B1,...,By} and B' := u(B) = {Bi,...,B,} satisfy Requirement 3.1, and
that G and G’ are the associated block graphs. Define 7 € S, from the rule
w(Bj) = B’T(j) for all j € {1,...,b}. Clearly, G' = 7(G). Since G passes the test
(8), there exists an a € Aut(G) for which ao'(1) = 1. From (4) we obtain that
B:=racy'oe € Aut(G'). Thus, Bog) (1) = Tas;' (1) = 7(1) = 1, where the last
equality follows from u(S) = S and Requirement 3.1. This shows that G' passes
the test (8). O

3.3. Implementation Details. The use of a vertex invariant is required to guar-
antee good performance from nauty on strongly regular graphs. The Pasch configu-
ration invariant Ap derived in Section 2.3 succeeds most of the time in partitioning
the vertex set of a block graph so that a single application of the partition refine-
ment procedure of nauty produces a discrete partition.

Another significant performance gain is obtained from the following observation.

Theorem 3.6. Let G be a block graph of an STS(19), and suppose that o =
0G.Ap(q)- Then, G passes the test (8) only if 1 occurs in the first cell of Ap(G).

Proof. Let Ap(G) = (Vi,...,Vy) and ¢(Ap(GQ)) = (W1,...,W,,). Since Ap(G) is a
vertex invariant, any automorphism « € Aut(G) satisfies a(Ap(G)) = Ap(G). So,
since a&}AP(G)(Wl) = V1 by (2), we have aa&}AP(G) (W) = V4 for all a € Aut(G).
Thus, because 1 € Wy, G will not pass the test (8) unless 1 € V. d
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In other words, if the vertex invariant Ap is used, a block graph will not pass
the test (8) unless the number of Pasch configurations in which the block B; occurs
is the maximum taken over all blocks of the STS(19).

This observation translates into the following algorithm for performing the test
(8). Suppose a block labeling B = {By,..., By} that satisfies Requirement 3.1 has
been fixed.

(1) Starting from 7 = 1, compute for every block B; the number of Pasch
configurations P(B;) in which the block occurs.

(2) If P(B;) > P(By) for some i, then reject the STS(19).

(3) Construct the block graph, and partition its vertices into maximal cells of

constant Pasch value. Sort the cells into order of decreasing Pasch value so

that the cell with the largest Pasch value becomes the first one.

Input the ordered partition to nauty together with the block graph.

Perform the test (8) based on the canonical labeling and the automorphism

orbits output by nauty.

—~
Ut =~
o —

Note that in steps 1 and 2 of the algorithm above we can compute P(B;) directly
from the STS(19) without constructing the block graph. In this way we avoid the
overhead of constructing the block graph if the STS(19) is rejected anyway based
on Theorem 3.6.

Our implementation of the test (9) precomputes the elements of Aut(S) for each
seed subdesign S, and stores these in an array [2]. The test (9) in the main search is
implemented as an exhaustive search that considers each permutation in the array
and tests whether the permuted STS(19) is lexicographically smaller than the input
STS(19). Since most of the seed subdesigns either have a trivial automorphism
group—in which case the test (9) is trivial—or have small automorphism group
order, this naive test suffices for our purposes.

In the search, the threshold automorphism group order was set to 200 elements;
the seed subdesigns with automorphism groups larger than this were processed
using the isomorph rejection strategy based on storing the canonically labeled block
graphs in a hash table. The maximum number of block graphs that had to be stored
in the hash table was 100,813 for the 11 seed subdesigns processed in this way.

The main search took approximately 2 years of CPU time. The search was dis-
tributed using the batch system autoson [14] to a network of 65 IBM Intellistation
Pro workstations with 450-MHz Pentium II CPUs and 15 other workstations with
CPUs ranging from 1-GHz Athlon Thunderbird to 200-MHz Pentium.

4. THE STS(19)

The results of the computer search are summarized in Tables 1 to 6 and in the
following theorems. In particular, Theorem 4.3 can be obtained in two ways, using
(6) and (7), thereby indicating correctness of the results. If (6) is applied, Theorem
4.3 can be calculated from the entries of Table 1. Table 1 shows, for each possible
automorphism group order, the number of pairwise nonisomorphic STS(19) and
how many of these are anti-Pasch.

Theorem 4.1. The number of pairwise nonisomorphic STS(19) is 11,084,874,829.

Corollary 4.2. There are at least 11,084,874,829 pairwise nonisomorphic strongly
reqular graphs srg(57,24,11,9).
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Theorem 4.3. The total number of STS(19) is
1,348,410,350,618,155,344,199,680,000.

The value of Theorem 4.1 can be compared with the estimates that have been
published in [19] and [15]; the correct value actually falls within the interval (be-
tween 1.1-10'° and 1.2-10'%) estimated in [15]; the older, and not as sophisticated,
estimate in [19] (approximately 1.3 - 10) is too small.

When the results of Table 1 are compared with those of [3], one observes dis-
crepancies for the group orders 2 and 3. To obtain evidence that the results of
this paper are the correct ones, a separate calculation of the number of nonisomor-
phic STS(19) with a nontrivial automorphism group was carried out, incorporating
ideas from [3]. An STS(19) with a nontrivial automorphism group must admit an
automorphism that has one of the following basic cycle types:

194, 1129 1136 1328 1726 1734

For each basic automorphism type, the number of nonisomorphic STS(19) admit-
ting such an automorphism is:

19! 4
129 184
1136 12,885
1328 80,645
1726 72,150
1734 124

These numbers are inconsistent with those in [3] on automorphism types 1135, 1328,
and 1725, where it is erroneously claimed that the respective numbers are 12,021,
80,591, and 80,558. (To prove that the results in [3] cannot be correct, it suffices
to check, for example, that the 12,885 STS(19) admitting an automorphism of type
1135 are indeed nonisomorphic and admit an automorphism of the required type.)
An electronic listing of all the 164,758 nonisomorphic STS(19) with a nontrivial
automorphism group is available from the authors upon request.

We now correct the tables in [3]. The basic automorphism structure of STS(19)
with a nontrivial automorphism group is summarized in Table 2. The format of
Table 2 is identical to [3, Table 1] for ease of reference. The STS(19) are partitioned
into classes according to the order of the full automorphism group. Each such class
is partitioned further into subclasses according to the types of basic automorphisms
that the STS(19) admit. Whenever more than one subclass exists, these are denoted
by the letters a, b, ¢, d, e. For example, the class 4b contains the 662 STS(19) that
have full automorphism group order 4 and admit only automorphisms of type 1328
among the basic automorphism types.

In [3] it is also obtained that, in addition to the basic automorphism types, an
STS(19) can admit a nonbasic automorphism whose type belongs to the list

1'9?, 1'6°, 1'3%67, 1'2%4%, 1'2'8% 1%8%, 1%4% 132267, 1%2%24%
Together with the basic automorphism types, these are the only nontrivial types of
automorphism an STS(19) can admit.

The classes in Table 2 partition further into subclasses according to the nonbasic

automorphisms admitted by an STS(19). This subdivision is given in Table 3. Table
3 is identical to [3, Table 2] with the exception of the class 8a, which partitions into
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two subclasses instead of the one given in [3]. Namely, among the 84 STS(19) in
class 8a there exist two STS(19) whose full automorphism group has order 8 and
that admit automorphisms of type 1328, 1726, and 1°4*. Accordingly, the number
of STS(19) that admit an automorphism of type 1°4* is 185 instead of the 183
reported in [3].

The maximum number of Pasch configurations in a Steiner triple system of order
v is denoted by P(v). See [21] for a discussion of P(v) and [9] for some recent results
on this function. Obviously, P(v) is known for v < 15; for v = 19 it has been known
that P(19) > 84 with three known designs attaining this value. In this work, the
exact value of P(19) is obtained. We also find the number of nonisomorphic anti-
Pasch STS(19); previously it has been known that there are more than one thousand
such designs [16]. The large number of nonisomorphic anti-Pasch STS(19) prohibits
listing them here, however, the authors are happy to provide them electronically to
anyone interested.

Theorem 4.4. The mazimum number of Pasch configurations in an STS(19) is
P(19) = 84; there are three such designs (with automorphism groups of order 108,
144, and 432). The number of nonisomorphic anti-Pasch STS(19) is 2,591.

It appears that the maximum number of Pasch configurations are to be found
among the STS with large automorphism group. In Tables 4 to 6, the frequency of
STS(19) with a given number of Pasch configurations, indicated by P, are shown
for the automorphism groups of order at most 3.

Because not too many CPU years were consumed to obtain a classification of
STS(19)—and an enumeration can be completed in much shorter time—one may
ask whether an enumeration or a classification of STS(21) is within reach. To answer
this question, the seed subdesigns for STS(21) were classified—there are 219,104
seeds—and a few of these were fed to the completion algorithm. It turned out that
we were not able to process these seeds within reasonable time. The amount of
CPU time needed to process one such seed was estimated to more than one year on
a 500-MHz personal computer. A total amount of hundreds of thousands of CPU
years needed for a classification of STS(21) does not look promising.
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TaBLE 1. The STS(19).

|[Aut(B)] STS(19) Anti-Pasch
1 11,084,710,071 2,538
2 149,522 1
3 12,728 41
4 2,121 0
6 182 5
8 101 0
9 19 4
12 37 0
16 13 0
18 11 0
19 1 0
24 11 0
32 3 0
54 2 0
57 2 1
96 1 0
108 1 0
144 1 0
171 1 1
432 1 0
Total | 11,084,874,829 2,591
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TABLE 2. Basic automorphisms.

Order | Class | 191 [ 172° [ 1135 [ 1%2% | 1725 [ 1731 | STS(19)
432 * * * * 1
171 * * 1
144 * 1
108 * * 1
96 * 1
57 * * 2
54 * * 2
32 3
24 * 11

19 * 1
18 a * * 1
b * * * 2

¢ * 2

d * * 6

16 13
12 a * 7
b * 8

(¢ 12

d * * 10

9 * 19
8 a * 84
b 17

6 a * 14
b * 14

C * 116

d * 10

e 28

4 a 839
b 662

C * 620

3 a * 12,664
b * 64

2 a * 169
b * 78,961

C * 70,392

Total 4 184 | 12,885 | 80,645 | 72,150 | 124 | 164,758
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TABLE 3. Nonbasic automorphisms.

Class | 1197 | 176° | 173767 | 17274 | 172187 | 1787 [ 1°4 | 1°276% | 1°274° | STS(19)
432 * * * * 1
171 * 1
144 * * * * 1
108 * * 1
96 * * 1
57 2
54 * 2
32 * * 3
24 * 11
19 1
18a * 1
18b * 2
18¢c 6
18d 2
16 * * * 5
16 6
16 * * 1
16 1
12a * 8
12b 7
12¢ 12
12d * 10

9 * 9
9 10
8a * 2
82
8b * * 5
* 10
* 2
6a * 14
6b 14
6¢ * 104
12
6d * 10
6e 28
4a 839
4b * 498
* 153
11
4c * 48
572

Total | 10 15 137 518 16 4 185 24 48
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TABLE 4. The STS(19) with |Aut(B)| = 1.

P | STS(19) P | STS(19) P [ STS(19)
0 2,538 | |22 [ 347,316,148 | [44| 10,567
1 35,742 | | 23| 255,585,528 | | 45| 5,943
2 263,580 | | 24 | 182,930,596 | |46 | 3,864
3 1,314,921 | | 25| 127,610,060 | |47 | 2,125
4 4,958,304 | | 26 | 86,994,788 | |48 | 1,558
5 15,095,241 | | 27| 58,048,786 | | 49 715
6 38,479,651 | | 28 | 38,001,524 | | 50 664
7 84,328,790 | |29 | 24,453,668 | | 51 350
8 | 162,042,722 | | 30| 15,483,681 | |52 316
9 | 276,885,482 | | 31| 9,660,784 | |53 78
10| 426,046,203 | | 32| 5,948,963 | | 54 126
11| 596,271,490 | | 33| 3,621,508 | | 55 68
12| 765,950,843 | | 34| 2,183,650 | | 56 93
13| 910,509,472 | | 35| 1,300,661 | |57 19
14 | 1,008,606,577 | | 36 770,041 | | 58 56
15 | 1,047,848,142 | | 37 451,540 | | 59 5
16 | 1,027,119,044 | | 38 263,545 | | 60 11
17| 954,708,823 | | 39 151,688 | | 62 17
18 | 845,586,319 | | 40 89,084 | | 64 1
19| 716,600,889 | |41 50,804 | | 66 2
20 | 583,312,837 | | 42 29,632 | | 70 2
21| 457,752,251 | |43 16,852
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TABLE 5. The STS(19) with |Aut(B)| = 2.

P | STS(19) P | STS(19) P | STS(19)
0 1 23 3,602 43 120
2 35| |24 7,756 | | 44 1,184
4 216 25 3,943 | | 45 50
6 794 26 8,078 | | 46 687
7 3 27 3,892 47 23
8 2,024 28 8,432 48 436
9 18 29 3,261 49 7
10 4,119 | | 30 8,132 50 261
11 63 31 2,657 | |51 8
12 6,506 | | 32 7,481 52 135
13 242 33 1,751 o4 121
14 8,538 | | 34 6,277 | | 55 1
15 571 35 1,247 | | 56 38
16 9,748 | | 36 4,994 58 28
17 1,247 | | 37 742 60 7
18 9,354 | | 38 3,915 62 23
19 2,049 | |39 386 64 1
20 8,604 | |40 2,848 | | 66 6
21 2,920 41 203 70 3
22 7,920 | | 42 1,814
TABLE 6. The STS(19) with |Aut(B)| = 3.

P | STS(19) P | STS(19) P | STS(19)
0 41 20 421 40 6
1 16 21 694 41 11
2 31 22 224 42 14
3 240 23 296 43 2
4 70 24 412 44 6
5 131 25 156 45 4
6 602 26 200 46 4
7 190 27 251 47 3
8 266 28 86 48 16
9 1,016 29 135 49 2
10 350 30 148 50 1
11 441 31 54 ol 1
12 1,298 | | 32 67 52 5
13 404 | | 33 76 54 2
14 556 34 36 57 1
15 1,306 | | 35 43 58 1
16 416 36 40 59 1
17 528 37 18 60 5
18 987 | | 38 18

19 352 39 27

19




<<
  /ASCII85EncodePages false
  /AllowTransparency false
  /AutoPositionEPSFiles true
  /AutoRotatePages /All
  /Binding /Left
  /CalGrayProfile (Dot Gain 20%)
  /CalRGBProfile (sRGB IEC61966-2.1)
  /CalCMYKProfile (U.S. Web Coated \050SWOP\051 v2)
  /sRGBProfile (sRGB IEC61966-2.1)
  /CannotEmbedFontPolicy /Warning
  /CompatibilityLevel 1.4
  /CompressObjects /Tags
  /CompressPages true
  /ConvertImagesToIndexed true
  /PassThroughJPEGImages true
  /CreateJDFFile false
  /CreateJobTicket false
  /DefaultRenderingIntent /Default
  /DetectBlends true
  /DetectCurves 0.0000
  /ColorConversionStrategy /LeaveColorUnchanged
  /DoThumbnails false
  /EmbedAllFonts true
  /EmbedOpenType false
  /ParseICCProfilesInComments true
  /EmbedJobOptions true
  /DSCReportingLevel 0
  /EmitDSCWarnings false
  /EndPage -1
  /ImageMemory 1048576
  /LockDistillerParams false
  /MaxSubsetPct 100
  /Optimize true
  /OPM 1
  /ParseDSCComments true
  /ParseDSCCommentsForDocInfo true
  /PreserveCopyPage true
  /PreserveDICMYKValues true
  /PreserveEPSInfo true
  /PreserveFlatness true
  /PreserveHalftoneInfo false
  /PreserveOPIComments false
  /PreserveOverprintSettings true
  /StartPage 1
  /SubsetFonts true
  /TransferFunctionInfo /Apply
  /UCRandBGInfo /Preserve
  /UsePrologue false
  /ColorSettingsFile ()
  /AlwaysEmbed [ true
  ]
  /NeverEmbed [ true
  ]
  /AntiAliasColorImages false
  /CropColorImages true
  /ColorImageMinResolution 300
  /ColorImageMinResolutionPolicy /OK
  /DownsampleColorImages true
  /ColorImageDownsampleType /Bicubic
  /ColorImageResolution 300
  /ColorImageDepth -1
  /ColorImageMinDownsampleDepth 1
  /ColorImageDownsampleThreshold 1.50000
  /EncodeColorImages true
  /ColorImageFilter /DCTEncode
  /AutoFilterColorImages true
  /ColorImageAutoFilterStrategy /JPEG
  /ColorACSImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /ColorImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000ColorACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /JPEG2000ColorImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /AntiAliasGrayImages false
  /CropGrayImages true
  /GrayImageMinResolution 300
  /GrayImageMinResolutionPolicy /OK
  /DownsampleGrayImages true
  /GrayImageDownsampleType /Bicubic
  /GrayImageResolution 300
  /GrayImageDepth -1
  /GrayImageMinDownsampleDepth 2
  /GrayImageDownsampleThreshold 1.50000
  /EncodeGrayImages true
  /GrayImageFilter /DCTEncode
  /AutoFilterGrayImages true
  /GrayImageAutoFilterStrategy /JPEG
  /GrayACSImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /GrayImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000GrayACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /JPEG2000GrayImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /AntiAliasMonoImages false
  /CropMonoImages true
  /MonoImageMinResolution 1200
  /MonoImageMinResolutionPolicy /OK
  /DownsampleMonoImages true
  /MonoImageDownsampleType /Bicubic
  /MonoImageResolution 1200
  /MonoImageDepth -1
  /MonoImageDownsampleThreshold 1.50000
  /EncodeMonoImages true
  /MonoImageFilter /CCITTFaxEncode
  /MonoImageDict <<
    /K -1
  >>
  /AllowPSXObjects false
  /CheckCompliance [
    /None
  ]
  /PDFX1aCheck false
  /PDFX3Check false
  /PDFXCompliantPDFOnly false
  /PDFXNoTrimBoxError true
  /PDFXTrimBoxToMediaBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXSetBleedBoxToMediaBox true
  /PDFXBleedBoxToTrimBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXOutputIntentProfile ()
  /PDFXOutputConditionIdentifier ()
  /PDFXOutputCondition ()
  /PDFXRegistryName ()
  /PDFXTrapped /False

  /Description <<
    /CHS <FEFF4f7f75288fd94e9b8bbe5b9a521b5efa7684002000500044004600206587686353ef901a8fc7684c976262535370673a548c002000700072006f006f00660065007200208fdb884c9ad88d2891cf62535370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c676562535f00521b5efa768400200050004400460020658768633002>
    /CHT <FEFF4f7f752890194e9b8a2d7f6e5efa7acb7684002000410064006f006200650020005000440046002065874ef653ef5728684c9762537088686a5f548c002000700072006f006f00660065007200204e0a73725f979ad854c18cea7684521753706548679c300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c4f86958b555f5df25efa7acb76840020005000440046002065874ef63002>
    /DAN <FEFF004200720075006700200069006e0064007300740069006c006c0069006e006700650072006e0065002000740069006c0020006100740020006f007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400650072002000740069006c0020006b00760061006c00690074006500740073007500640073006b007200690076006e0069006e006700200065006c006c006500720020006b006f007200720065006b007400750072006c00e60073006e0069006e0067002e0020004400650020006f007000720065007400740065006400650020005000440046002d0064006f006b0075006d0065006e0074006500720020006b0061006e002000e50062006e00650073002000690020004100630072006f00620061007400200065006c006c006500720020004100630072006f006200610074002000520065006100640065007200200035002e00300020006f00670020006e0079006500720065002e>
    /DEU <FEFF00560065007200770065006e00640065006e0020005300690065002000640069006500730065002000450069006e007300740065006c006c0075006e00670065006e0020007a0075006d002000450072007300740065006c006c0065006e00200076006f006e002000410064006f006200650020005000440046002d0044006f006b0075006d0065006e00740065006e002c00200076006f006e002000640065006e0065006e002000530069006500200068006f00630068007700650072007400690067006500200044007200750063006b006500200061007500660020004400650073006b0074006f0070002d0044007200750063006b00650072006e00200075006e0064002000500072006f006f0066002d00470065007200e400740065006e002000650072007a0065007500670065006e0020006d00f60063006800740065006e002e002000450072007300740065006c006c007400650020005000440046002d0044006f006b0075006d0065006e007400650020006b00f6006e006e0065006e0020006d006900740020004100630072006f00620061007400200075006e0064002000410064006f00620065002000520065006100640065007200200035002e00300020006f0064006500720020006800f600680065007200200067006500f600660066006e00650074002000770065007200640065006e002e>
    /ESP <FEFF005500740069006c0069006300650020006500730074006100200063006f006e0066006900670075007200610063006900f3006e0020007000610072006100200063007200650061007200200064006f00630075006d0065006e0074006f0073002000640065002000410064006f0062006500200050004400460020007000610072006100200063006f006e00730065006700750069007200200069006d0070007200650073006900f3006e002000640065002000630061006c006900640061006400200065006e00200069006d0070007200650073006f0072006100730020006400650020006500730063007200690074006f00720069006f00200079002000680065007200720061006d00690065006e00740061007300200064006500200063006f00720072006500630063006900f3006e002e002000530065002000700075006500640065006e00200061006200720069007200200064006f00630075006d0065006e0074006f00730020005000440046002000630072006500610064006f007300200063006f006e0020004100630072006f006200610074002c002000410064006f00620065002000520065006100640065007200200035002e003000200079002000760065007200730069006f006e0065007300200070006f00730074006500720069006f007200650073002e>
    /FRA <FEFF005500740069006c006900730065007a00200063006500730020006f007000740069006f006e00730020006100660069006e00200064006500200063007200e900650072002000640065007300200064006f00630075006d0065006e00740073002000410064006f00620065002000500044004600200070006f007500720020006400650073002000e90070007200650075007600650073002000650074002000640065007300200069006d007000720065007300730069006f006e00730020006400650020006800610075007400650020007100750061006c0069007400e90020007300750072002000640065007300200069006d007000720069006d0061006e0074006500730020006400650020006200750072006500610075002e0020004c0065007300200064006f00630075006d0065006e00740073002000500044004600200063007200e900e90073002000700065007500760065006e0074002000ea0074007200650020006f007500760065007200740073002000640061006e00730020004100630072006f006200610074002c002000610069006e00730069002000710075002700410064006f00620065002000520065006100640065007200200035002e0030002000650074002000760065007200730069006f006e007300200075006c007400e90072006900650075007200650073002e>
    /ITA <FEFF005500740069006c0069007a007a006100720065002000710075006500730074006500200069006d0070006f007300740061007a0069006f006e00690020007000650072002000630072006500610072006500200064006f00630075006d0065006e00740069002000410064006f006200650020005000440046002000700065007200200075006e00610020007300740061006d007000610020006400690020007100750061006c0069007400e00020007300750020007300740061006d00700061006e0074006900200065002000700072006f006f0066006500720020006400650073006b0074006f0070002e0020004900200064006f00630075006d0065006e007400690020005000440046002000630072006500610074006900200070006f00730073006f006e006f0020006500730073006500720065002000610070006500720074006900200063006f006e0020004100630072006f00620061007400200065002000410064006f00620065002000520065006100640065007200200035002e003000200065002000760065007200730069006f006e006900200073007500630063006500730073006900760065002e>
    /JPN <FEFF9ad854c18cea51fa529b7528002000410064006f0062006500200050004400460020658766f8306e4f5c6210306b4f7f75283057307e30593002537052376642306e753b8cea3092670059279650306b4fdd306430533068304c3067304d307e3059300230c730b930af30c830c330d730d730ea30f330bf3067306e53705237307e305f306f30d730eb30fc30d57528306b9069305730663044307e305930023053306e8a2d5b9a30674f5c62103055308c305f0020005000440046002030d530a130a430eb306f3001004100630072006f0062006100740020304a30883073002000410064006f00620065002000520065006100640065007200200035002e003000204ee5964d3067958b304f30533068304c3067304d307e30593002>
    /KOR <FEFFc7740020c124c815c7440020c0acc6a9d558c5ec0020b370c2a4d06cd0d10020d504b9b0d1300020bc0f0020ad50c815ae30c5d0c11c0020ace0d488c9c8b85c0020c778c1c4d560002000410064006f0062006500200050004400460020bb38c11cb97c0020c791c131d569b2c8b2e4002e0020c774b807ac8c0020c791c131b41c00200050004400460020bb38c11cb2940020004100630072006f0062006100740020bc0f002000410064006f00620065002000520065006100640065007200200035002e00300020c774c0c1c5d0c11c0020c5f40020c2180020c788c2b5b2c8b2e4002e>
    /NLD (Gebruik deze instellingen om Adobe PDF-documenten te maken voor kwaliteitsafdrukken op desktopprinters en proofers. De gemaakte PDF-documenten kunnen worden geopend met Acrobat en Adobe Reader 5.0 en hoger.)
    /NOR <FEFF004200720075006b00200064006900730073006500200069006e006e007300740069006c006c0069006e00670065006e0065002000740069006c002000e50020006f0070007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740065007200200066006f00720020007500740073006b00720069006600740020006100760020006800f800790020006b00760061006c00690074006500740020007000e500200062006f007200640073006b0072006900760065007200200065006c006c00650072002000700072006f006f006600650072002e0020005000440046002d0064006f006b0075006d0065006e00740065006e00650020006b0061006e002000e50070006e00650073002000690020004100630072006f00620061007400200065006c006c00650072002000410064006f00620065002000520065006100640065007200200035002e003000200065006c006c00650072002000730065006e006500720065002e>
    /PTB <FEFF005500740069006c0069007a006500200065007300730061007300200063006f006e00660069006700750072006100e700f50065007300200064006500200066006f0072006d00610020006100200063007200690061007200200064006f00630075006d0065006e0074006f0073002000410064006f0062006500200050004400460020007000610072006100200069006d0070007200650073007300f5006500730020006400650020007100750061006c0069006400610064006500200065006d00200069006d00700072006500730073006f0072006100730020006400650073006b0074006f00700020006500200064006900730070006f00730069007400690076006f0073002000640065002000700072006f00760061002e0020004f007300200064006f00630075006d0065006e0074006f00730020005000440046002000630072006900610064006f007300200070006f00640065006d0020007300650072002000610062006500720074006f007300200063006f006d0020006f0020004100630072006f006200610074002000650020006f002000410064006f00620065002000520065006100640065007200200035002e0030002000650020007600650072007300f50065007300200070006f00730074006500720069006f007200650073002e>
    /SUO <FEFF004b00e40079007400e40020006e00e40069007400e4002000610073006500740075006b007300690061002c0020006b0075006e0020006c0075006f0074002000410064006f0062006500200050004400460020002d0064006f006b0075006d0065006e007400740065006a00610020006c0061006100640075006b006100730074006100200074007900f6007000f60079007400e400740075006c006f0073007400750073007400610020006a00610020007600650064006f007300740075007300740061002000760061007200740065006e002e00200020004c0075006f0064007500740020005000440046002d0064006f006b0075006d0065006e00740069007400200076006f0069006400610061006e0020006100760061007400610020004100630072006f0062006100740069006c006c00610020006a0061002000410064006f00620065002000520065006100640065007200200035002e0030003a006c006c00610020006a006100200075007500640065006d006d0069006c006c0061002e>
    /SVE <FEFF0041006e007600e4006e00640020006400650020006800e4007200200069006e0073007400e4006c006c006e0069006e006700610072006e00610020006f006d002000640075002000760069006c006c00200073006b006100700061002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740020006600f600720020006b00760061006c00690074006500740073007500740073006b0072006900660074006500720020007000e5002000760061006e006c00690067006100200073006b0072006900760061007200650020006f006300680020006600f600720020006b006f007200720065006b007400750072002e002000200053006b006100700061006400650020005000440046002d0064006f006b0075006d0065006e00740020006b0061006e002000f600700070006e00610073002000690020004100630072006f0062006100740020006f00630068002000410064006f00620065002000520065006100640065007200200035002e00300020006f00630068002000730065006e006100720065002e>
    /ENU (Use these settings to create Adobe PDF documents for quality printing on desktop printers and proofers.  Created PDF documents can be opened with Acrobat and Adobe Reader 5.0 and later.)
  >>
  /Namespace [
    (Adobe)
    (Common)
    (1.0)
  ]
  /OtherNamespaces [
    <<
      /AsReaderSpreads false
      /CropImagesToFrames true
      /ErrorControl /WarnAndContinue
      /FlattenerIgnoreSpreadOverrides false
      /IncludeGuidesGrids false
      /IncludeNonPrinting false
      /IncludeSlug false
      /Namespace [
        (Adobe)
        (InDesign)
        (4.0)
      ]
      /OmitPlacedBitmaps false
      /OmitPlacedEPS false
      /OmitPlacedPDF false
      /SimulateOverprint /Legacy
    >>
    <<
      /AddBleedMarks false
      /AddColorBars false
      /AddCropMarks false
      /AddPageInfo false
      /AddRegMarks false
      /ConvertColors /NoConversion
      /DestinationProfileName ()
      /DestinationProfileSelector /NA
      /Downsample16BitImages true
      /FlattenerPreset <<
        /PresetSelector /MediumResolution
      >>
      /FormElements false
      /GenerateStructure true
      /IncludeBookmarks false
      /IncludeHyperlinks false
      /IncludeInteractive false
      /IncludeLayers false
      /IncludeProfiles true
      /MultimediaHandling /UseObjectSettings
      /Namespace [
        (Adobe)
        (CreativeSuite)
        (2.0)
      ]
      /PDFXOutputIntentProfileSelector /NA
      /PreserveEditing true
      /UntaggedCMYKHandling /LeaveUntagged
      /UntaggedRGBHandling /LeaveUntagged
      /UseDocumentBleed false
    >>
  ]
>> setdistillerparams
<<
  /HWResolution [2400 2400]
  /PageSize [612.000 792.000]
>> setpagedevice


