CACHES IN A THEORETICAL MODEL OF
MULTICASTING

Gregory G. Baker

B.Sc., Queen’s University, 1998

A THESIS SUBMITTED IN PARTIAL FULFILLMENT
OF THE REQUIREMENTS FOR THE DEGREE OF
MASTER OF SCIENCE
in the School
of

Computing Science

© Gregory G. Baker 2000
SIMON FRASER UNIVERSITY
August 2000

All rights reserved. This work may not be
reproduced in whole or in part, by photocopy

or other means, without the permission of the author.



APPROVAL

Name: Gregory G. Baker
Degree: Master of Science
Title of thesis: Caches in a Theoretical Model of Multicasting

Examining Committee: Dr. Ramesh Krishnamurti
Chair

Dr. Arthur Liestman, Senior Supervisor

Dr. Joseph Peters, Supervisor

Dr. Thomas Shermer, Supervisor

Dr. Lou Hafer, External Examiner

Date Approved:

ii



Abstract

Multicasting is the process by which a single node, using a sequence of calls, sends a message
to a set of nodes in a communication network. The message is passed from the source,
through intermediate nodes to the destinations. These intermediate nodes do not remember
the message once it is passed on. There is a possibility of transmission failure with each
call. A failure forces retransmission from the source.

Some intermediate nodes can be designated as caches. Once they have received the
message, caches will remember it. Thus, these nodes can also be used to retransmit the
message if there is a failure. If the retransmission can be done from a cache node that is
closer than the source, the total number of calls necessary will be decreased.

The expected number of calls necessary to complete a multicast is examined. Two
methods of counting the number of calls are presented. Upper and lower bounds on the
expected number of calls are given.

Placement of a given number of caches is examined in order to determine the locations
which minimize the expected traffic. Optimal placements are given for small graphs and a
heuristic is given which can be used to place caches in larger graphs.

It is shown that determining if the caches can be placed so that the expected traffic does

not exceed a given threshold is NP-complete in directed acyclic graphs.
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1.1 Motivation

The Internet opens up many problems that could be of interest in theoretical networking.
Theoretical networking often deals with store-and-forward models in known, regular network
topologies. These are usually said to model a network of processors in a multi-processor
system. The Internet, and other networks of computers, however, tend to be much less
regular since they have been created over time and usually by several different administra-
tors. Thus, if we are to study these networks in a theoretical way, we must consider a much
broader class of topologies.

Here, we will consider the process of multicasting, which is sometimes called 1-to-many
communication or 1-to-k communication. Multicasting is a process where a single source
node has a message to be sent simultaneously to several destinations in the network. Some
examples are disseminating stock quotes, video broadcasts, audio- and video-conferencing
[16]. In such situations, it is obviously more efficient for the source to send to all of the
destinations at once than to send to each individually in sequence.

The original specification of the Internet Protocol did not allow for multicasting. An
optional multicast extension to IP was defined in 1989 [11]. Internet nodes which are capable
of multicasting are part of the MBONE or multicast backbone [5].

There are two types of error-correcting multicasting: reliable and resilient multicasting.
Reliable multicasting, which we will be looking at here, ensures that all information will be
passed to all destinations correctly [25]. Resilient multicasting makes a best-effort attempt
to inform all destinations within a given time [25]. Resilient multicasting is intended for
interactive applications, such as streaming video. In these applications, timing is important
and if small amounts of data are occasionally lost, the multicast can continue. Reliable
multicasting is used where data corruption is unacceptable, such as software updates or
stock quotes.

In this thesis, the process of multicasting consists of the message being sent from a
source, through several intermediate nodes, to each of the destinations. These intermediate
nodes are called internal nodes. A call is an attempt to transmit a message from a node
to an adjacent node or neighbour. The internal nodes have no memory, so if a call fails to
correctly transmit the message, the message must be retransmitted from the source.

To lessen the costs incurred by retransmissions, some nodes may be designated as caches.

These nodes store any messages which are passed through them and can retransmit the
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message if required. Since there may be caches closer than the root, they can have the effect
of lowering the number of calls necessary to inform all of the destinations, as the message
needn’t be retransmitted from a distant source.

Since caches are expected to store a great deal of information, they are expensive to
implement. Thus, only a few caches will be used in a network. We examine the problem of
determining the best locations for a few caches in given networks.

We will look at the total load placed on the communications network. That is, we
will attempt to minimize the total amount of network traffic generated by the multicasting
process. Caches are added to a network to decrease the total amount of traffic, so we will

attempt to maximize their effectiveness.

1.2 Definitions

1.2.1 The Network

Consider a network, represented by an undirected graph, G = (V, E). It is our intention to
create a network model that reasonably approximates the Internet.
A call is the process of a node sending the message to an adjacent node. We use the term

network traffic (or simply traffic) as the total number of calls used for a given multicast.

Assumption 1.1 We assume that the path taken between any two nodes in the network

does not change.

This is not strictly true of the Internet where paths can change over time [22]. However,
the stability of paths has been studied experimentally and it was found that “in general,
Internet Paths are strongly dominated by a single route” [22]. Thus, this assumption is

reasonable.

Assumption 1.2 Consider three nodes a, b and c, with b on the path from a to c. We

assume that the combined paths a to b and from b to c are identical to the path from a to c.

This assumption indicates that nodes make only local choices about routing.

Assumption 1.3 For each call between two vertices in the network, we assume that there is

a certain probability, p, that the message will not be correctly recerved. We assume that this
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Figure 1.1: A network and a possible directed multicast tree.

probability is constant throughout the network and over time. We also assume that failures

occur independently of one another.

This assumption will likely not hold in a real network, where some links will have different
probabilities of failure, and failures will be clustered by temporary network problems. We
make this simplifying assumption to get a reasonable model of multicasting which can be

effectively analyzed.

1.2.2 Multicasting

Suppose that a node s € V has a message which must be delivered to several other nodes,
D = {dy,ds,...,d\} CV in the network. This process is called multicasting from s to D.
The node s is called the source node and D is the set of destination nodes.

When considering a particular multicasting instance, we must only consider the edges
and vertices of the graph which are used in a multicast from s to D. These vertices and
edges form the multicast subgraph of G for the multicast from s to D. We can also define
a directed multicast subgraph which is the multicast subgraph with edges directed in the

direction that the message will be transmitted.

1.2.3 Multicast Trees

Assumptions 1.1 and 1.2 imply that the multicast subgraph is always a tree. Thus, we will
refer to multicast subgraphs as multicast trees or directed multicast trees. See Figure 1.1 for
an example of a network with its multicast tree. In general, when we draw multicast trees,
the source will be indicated with &. Destinations will be the leaves of the tree, or will be
indicated with ©, if necessary.

The problem of choosing an “optimal” multicast tree has been studied [6, 17, 18]. An

optimal multicast tree is defined as follows.
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Definition 1.4 (Optimal Multicast Tree) Given a graph G with a source s and desti-
nation set D, an optimal multicast tree or OMT is a subtree T of G with the following
properties: (a) s and all of the nodes in D are vertices in T; (b) the distance from s to

d € D is the same in T as in G; (c¢) T has the minimum number of nodes of all trees

satisfying (a) and (b) [6].

Given a graph G, along with a source s and destination set D in G, the optimal multicast
tree problem is the problem of finding the optimal multicast tree for s, D and G.

The following theorem is proved in [6].

Theorem 1.5 Given a graph G with a source s and destination set D, determining if there

ts an optimal multicast tree of s, D and G with at most n nodes NP-complete.

In fact, it has been shown that it is NP-complete to find an optimal multicast tree for
several special classes of graphs, including hypercubes [6], graphs with degree at most 3 [6],
bipartite graphs [7] and 2D mesh graphs [18].

All of these results assume a multicast model without the possibility of transmission
failure. Thus, finding OMTs in a model with transmission failures is also NP-complete since
the faultless OMT problem is a restriction of this [13].

Note that in general, destination nodes do not have to be at the leaves of the multicast
tree, as they are in Figure 1.1. How these interior destinations behave will depend on the
details of the multicast protocol. They may behave as caches (as described in Section 1.2.5)
and be able to retransmit the message if necessary, or they may simply receive the message
when it goes by, but not be able to retransmit. We will assume the latter and only consider

destinations at the leaves.

1.2.4 Multicast Algorithm

We propose a relatively simple reliable multicasting algorithm. We assume that the set D
is static, that is, no nodes join or leave the set during the multicast.

Two different types of messages will be sent between nodes. First, data messages (or
calls) are sent down the tree from the source, carrying the information that is to be multi-
cast. Every call carrying a data message will incur one unit of traffic. Data messages fail

independently with a given probability, p. Second, control messages are sent back up the
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tree and are either ACK (acknowledge), indicating success, or NACK (negative acknowl-
edge) indicating failure. We assume that the control messages never fail and that they create
no traffic and take zero time.

These assumptions are reasonable, as control messages will typically be very much
smaller than the data messages and thus use a negligible amount of the total traffic and
time. Also, we can assume that each node has enough memory to keep track of the control
messages it receives; thus, if any control messages are lost, they can be resent locally.

We assume that transmission errors are detectable. This detection can be made either
at the sender or the receiver of the call. In the latter case, a NACK must be sent to the
sender.

When a node transmits a data message to more than one of its children in the multicast
tree, each of these calls will count separately towards the amount of traffic generated. While
some networking hardware would make it possible to send to all attached nodes simultane-
ously, this is not always the case. As a simplifying assumption, we assume that a separate
call is needed for each child.

The multicast will be performed using the following algorithm in the multicast tree. The

leaves behave as follows:
1. When the message is received, send an ACK to the parent
2. If an incorrect transmission is received, send a NACK
The intermediate nodes behave like this:
1. If an incorrect transmission from the parent is received, return a NACK.

2. If a message is correctly received, forward the message to each child that has not

previously returned an ACK. After the forwarding, discard the message.

3. Wait for either an ACK or NACK for every copy forwarded in the last step. If any
NACKSs were received, send a NACK to the parent. Otherwise, send a ACK.

Finally, the source behaves much like an intermediate node:
1. Send the message to each child.

2. Wait for either an ACK or NACK for every copy forwarded in the previous step. If

any NACKs were received, go on to the next step. If not, the multicast is finished.
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Figure 1.2: A sample directed multicast tree. All of the leaves are destinations.
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{a,b,e}
{a,b,c,e}
{a,c,d,e}
{a,c,e, f}

(c sends a NACK to b)

(b has sent to each child and forgets.)

(e sends an ACK to d)

(d has sent to each child and forgets.

f, then d and then b each send a NACK.)

a received a NACK so it begins to resend.)
¢ sends an ACK to b)

b has sent to each child and forgets.)

e already ACKed, so d doesn’t send there.
f, d and b ACK)

(
(
(
(

Table 1.1: Sample multicast transmissions for the directed multicast tree in Figure 1.2

3. Send the message to every child that returned a NACK in the last step.

4. Wait for either an ACK or NACK for every copy forwarded in the previous step. If any

NACKs were received, go back to the previous step. If not, the multicast is finished.

Consider the directed multicast tree in Figure 1.2. Table 1.1 gives a possible list of data

messages used to complete the multicast in this case, that is, a possible execution of the

multicast algorithm. In this case, 9 units of network traffic were necessary to multicast.

Note that we haven’t specified the order in which a node sends to its children, or whether

it can send to all children in the same time step. These both can affect the time used to

multicast, but do not affect the traffic.
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1.2.5 Caches

In order to decrease the number of retransmissions used in a multicast, one or more caches
may be added to such a network. A cache is a node which can store messages that are
transmitted through it. These caches are set up by network administrators.

A cache node requires a large amount of storage to be available and thus may be quite
expensive. Thus, we should expect to only have a few caches at our disposal. We will assume
that each cache in the network can hold the entire message until the multicast is complete.
This may not be the case if many other transmissions are taking place simultaneously.

Caching has been considered by many others with various network assumptions.

Caches are placed on the Internet to decrease traffic necessary to transmit pages on the
World-Wide Web [4]. Web pages are stored at these caches, so that if one is requested by
another user, it can be sent from the cache instead of from the original source. Web caches
are often set up by network administrators to decrease network traffic on a critical network
link, usually an organization’s connection to the Internet backbone. [8, 9, 26]

Similar caches are used in multi-processor systems. These caches are maintained to
decrease the traffic necessary to service multiple requests for the same information. [3]

In our model, a cache node behaves like both a leaf and a source. Once a cache, a, has
been informed, no further retransmissions are needed from s to a. The cache essentially
becomes a source for the subtree below it. A cache node behaves as follows in our multicast

algorithm:
1. If an incorrect transmission is received, return a NACK.
2. Once the message is correctly received, send an ACK to the parent.
3. Send the message to every child.

4. Wait for either an ACK or NACK from every copy forwarded in the last step. If any

NACKs were received, go on to the next step. Otherwise, the cache is finished.
5. Send the message to every child that returned a NACK in the last step.

6. Wait for either an ACK or NACK from each copy forwarded in the last step. If any
NACKSs were received, go back to the previous step. Otherwise, the cache is finished.

The analysis of message traffic in a tree with a cache can be simplified. Multicasting in

a multicast tree T', where one cache, z, is present can be split into two steps. Let T}, be the
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Figure 1.3: Caches effectively split a tree into subtrees. Both the left and right trees can
multicast with the same expected traffic. Caches are denoted ©.

subtree rooted at the cache, z. Let D; C D be the set of leaves in T'\ T, and let Dy C D be
the set of leaves in Ty. In the first step, multicast in 7'\ T} from the source s to Dy U {z}.
In the second step, multicast in T}, from the cache = to D-.

Thus, the total traffic is the sum of the traffic to multicast in the subtrees, as in Fig-
ure 1.3. When caches are drawn in a figure, they will be indicated by O.

For k caches for k£ > 1, a similar decomposition can be done. The original tree T can
be decomposed into k + 1 subtrees rooted at the source and the k caches. The leaves of the
subtrees are either destinations or caches. Again, the total traffic is the sum of the traffic
in all of the subtrees.

As a result of this, we see that placing a cache at either a leaf or the root will have no
effect on the traffic necessary to multicast. In either case, when we consider the subtrees
described above, one of the subtrees will be the entire tree and the other will be a single
node. Thus, the total traffic will be the same and there is no further need to consider caches
at either the source or leaves.

If there is no chance of failure, that is, if p = 0, then there will never be a need to
retransmit the message. In this case, caches will have no effect on the traffic necessary to

multicast.

1.3 Overview

First, in Chapter 2, we will consider the problem of determining the expected traffic to
multicast in a given tree. Two methods are presented, one based on simple probability

theory, the other on Markov theory. We see that both of these methods give rise to large
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computations for all but the simplest cases.

Since we cannot, in general, calculate the expected traffic directly, bounds are developed
for expected traffic in Chapter 3. Two operations are given for a tree which are shown to
not increase or decrease, respectively, the expected traffic. These are used to create trees
for which the expected traffic can be calculated, thus creating upper and lower bounds on
the expected traffic.

Given a reasonable method of calculating expected traffic, we can then focus on the
problem of cache placement in Chapter 4. For small trees, where the expected traffic can
be calculated exactly, it is possible to simply calculate the expected traffic for each possible
cache configuration and select the lowest. The optimal cache placements for one and two
caches, for all trees with six or fewer vertices are given.

For larger trees, a heuristic algorithm is given which uses the bounds developed previ-
ously. The heuristic is used to calculate cache placements for a larger tree to illustrate its
use.

Finally, in Chapter 5 the cache placement problem is generalized slightly. This general-

ization is shown to be NP-complete.



Chapter 2

Counting Traffic in Trees

11
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2.1 Preliminaries

The variable p to denote the probability of failure in any given call.

Given a directed multicast tree T' and a node y in T, let T, be the subtree of T" rooted
at y. Let z be the parent of y, then let T; be T, along with x and the edge from z to y.

For a node z in a directed multicast tree, let depth(z) be the distance from the source
to x. For a multicast tree T', let depth(7") be the maximum leaf depth in 7', that is,
depth(7T") = maxger depth(z).

Let A be the number of leaves in a tree. Let \; be the number of leaves in the tree at
depth ¢ from the root.

The following lemma is a very basic result that will allow us to approach the problem

of counting network traffic.

Lemma 2.1 Given a node x with ¢ children, y1,y2,...,Yc, in a directed multicast tree T
with no caches, the traffic necessary to multicast in T, is the sum of traffic necessary to

multicast in each Tyt )

Proof: Since T is a tree, calls made in each T;; are independent of one another. Thus, the
transmissions made to each of these trees can be considered separately and we can simply

add the total number of calls. O

Now, it is possible to begin the problem of counting the expected traffic necessary for a

multicast.

2.2 Counting Traffic with Probability Theory

We first count the expected amount of traffic for a multicast using standard probability
theory. As we see, this becomes complicated even for small graphs, but it can be used for

structural inductions.

2.2.1 Probability Theory

We use standard notation of probability theory. In particular, for a random variable X,
P(X =) will denote the probability that X is ¢ and E(X) will denote the expected value
of X.
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s @—=0Od
Figure 2.1: The simplest possible directed multicast tree

The expected value of a random variable is the sum of each possible cost times the
probability of that cost occurring. That is, E(X) =Y i- P(X =1).

2.2.2 Using Probability Theory

Consider a network consisting only of a source, s, and a single destination node, d, connected
by an edge, as in Figure 2.1.

We first analyze this multicast tree; we wish to find the expected number of calls (ex-
pected total traffic) necessary to inform d. Note that the probability of needing i calls to
inform v is the probability of failing on the first i — 1 calls and succeeding on the i-th. Thus,

the expected number of calls is

e . i . .
M H(1—p) =) it —ip
i=1 =1
o0 ) o0 )
= (i+1)p' =) ipf
=0 =1
o
; 1
— (- )
- Zp 1—p
=0

This value will be used often, so we will use ¢ to denote 1/(1 — p).
In order to count the traffic, we must first introduce a random variable which will make

it possible to recursively express the expected traffic.

Transmission Rounds

Let relay(z) be a random variable representing the number of times that the node x must
receive the message from its parent in order for all of the leaves below it to correctly receive
the message. Equivalently, this is the number of times that x must go through the process
of forwarding the message to each of its children with uninformed subtrees.

Let relay™(z) be a random variable representing the number of times that the parent of

x must receive the message in order for all of the leaves below = to correctly receive the
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message. Equivalently, this is the number of times that the parent of x must forward the
message to .

Consider a node z with a single child y and suppose that relay(y) = i. Then, the
probability that relay(z) = n for n > i is the probability that exactly ¢ of n transmissions
from x to y succeed. Thus, summing over ¢, we have that

n

P(relay(z) =n) = 3 (’.’)pn-i(l — p)Plrelay(y) = i).
i
i=0
Now, consider the value for E(relay(z)). We expect that y needs to receive the message
E(relay(y)) times, and, from above, the expected calls to send a message once from z to y
is q. Thus,
E(relay(z)) = q - E(relay(y)) . (2.1)

If z is a node with children y1,y2,...,y. then we can consider each child separately as

in Equation 2.1 and combine them for the total.

| = lay " (y; 2.2
relay(x) = max (relay™ (y;)) (2:2)
We have no closed form for this expression. For random variables X7, ..., X,, E(max(X;)) #

max(E(X;)). The only way to evaluate this expression seems to be to use the definition of

expected value and get (for ¢ = 2),

E(max(relay " (y1), relay * (y2)))

o0 o
= Z Z max (i1, i2) P(relay™ (y1) = i1) P(relay ™ (y2) = ia) .
i1=1i>=1
Note that ¢ sums are necessary for ¢ children. We have not been able to directly evaluate

this expression.

Expected Traffic

Let traffic(z) be a random variable representing the number of calls made in T}, so that all
of the leaves below x correctly receive the message. We will also use traffic(T) to indicate
the total traffic necessary to multicast from the root to the leaves of T'.

If « is a node with a single child y, then we must send from z to y so that y receives the

message relay(y) times. We can expect this to take ¢ - E(relay(y)) calls. We will also incur
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the traffic necessary to multicast to Ty. Thus,

E(traffic(z)) = q - E(relay(y)) + E(traffic(y)) . (2.3)
If x has several children y1,¥s,. .., ¥, then, Lemma 2.1 immediately gives
E(traffic(z)) = ) q- E(relay(y;)) + E(traffic(y:)) . (2.4)
=1

Unfortunately, this depends on relay(y) for which we have no closed form. Equations 2.3
and 2.4 can, however, be used to reason formally about the expected traffic and get bounds

on it.

2.3 Counting Traffic with Markov Chains

The number of calls necessary to complete a multicast can also be counted using Markov
theory. This provides an algorithmic method to determine the number of expected calls for

a particular multicast tree.

2.3.1 Markov Theory

A Markov process is any process where the next state is determined probabilistically from
the current state. A Markov chain is a Markov process with a finite or countable number
of states. For an introduction to Markov Theory, see Norris [21].

Suppose we have a Markov chain with states {s1, s2,...,8,}. We can define an matrix
P = (pij)oxo called the transition matriz. If the process is in state ¢, p; ; is the probability
that it will be in state j at the next step. Note that we must have that Z;’:l pij = 1
and 0 < p; ; < 1. We also must give an initial distribution L, which is a vector giving the
probability of the process starting in each of the o states.

More formally, let P be a transition matrix, P = (p;;)oxs and let L be an initial
distribution, L = (L;),. If we let X; be a random variable representing the state after ¢
transitions, a Markov process has (a) P(Xo =¢) = L; and (b) P(X,41 | Xo =i0,...,Xp =
in) = Pining1- 21]

Usually, Markov theory uses the concept of “time” to indicate the state transitions.
That is, we refer to a process being in some state at time . There is, however, no reason

that we must limit ourselves to interpreting this as actual time. For instance, we wish to
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count the number of calls made, instead of the time taken to multicast. Thus, we will say
that the multicast is in some state after k calls and each state transition will indicate one
call made, instead of one time unit passed.

A state s is called absorbing if, once the process enters state s, it cannot leave. It is
called transient if the probability of returning to that state after visiting it is less than 1.
15]

We are primarily interested in the expected time for the Markov process to go from an
initial distribution to a designated state where the process is “completed”. We can use the

following theorem from [15], Chapter 3, Section 4 to find the expected number of steps.

Theorem 2.2 (Fundamental Markov Method) Given a Markov chain with o states,
80,81,---,80—1 Wwhere state sy is absorbing and all other states are transient. Let P* be this

Markov chain’s transition matriz. Let P be the sub-matriz of P* given by

Let 1 be the column vector of o — 1 ones. Then, if Q = (I — P)™!, the expected time to get
from state s; to sg is the i-th entry of @ - 1.

2.3.2 Using the Markov Method

As previously stated, it is possible to view the multicasting problem as a Markov chain. A
state includes a list of which vertices are informed. Also, since an internal node is expected
to send to each of its children and then forget, the state also includes the child that each
node is about to send to, to ensure that each child is called once and that the internal node
forgets after sending to each child.

We will adopt the notation a() to indicate that node a is informed and it will next send
to its child b and c(,) to indicate that ¢ is informed but is not waiting to send. Let M, be
the set of informed vertices after x calls.

Note that, in order to apply Theorem 2.2 to get the expected traffic, the Markov process

must be set up so that each “step” corresponds to one call. That is, since we wish to count
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Figure 2.2: A simple multicast tree to demonstrate the Markov method.

State Action Failure Success
{aw)} am) {aw} {a@), by}
{ag, b} be) {agy, by} | {ag), by, )}
{a(x),b(a)} ba) {aw} {a@),dw}
{a@), ¢} a) {a@, et | {ag) by e}
{a@),dw} ap) {a@)dm}t | {a): b din }
{a(),b@),c} | b {apet | {ae)cedm}
{a(), (), dx)} | biey {a@dm} | {ag) ) ds}
fagy,c) dn} | mone | {aqy,cn), din} | {aw,cx),dm}

Table 2.1: List of state transitions for the tree in Figure 2.2

traffic, we are not concerned with what happens in the next time unit, but with the next
call. Thus, given a state, we need to decide which node should make the next call.

The next call will be made by the lowest informed vertex which has uninformed leaves
below it. As long as there are uninformed leaves below, some vertex will have to send
information to them. Since there are no lower informed vertices, this vertex must be the
one to send the information. This ensures that we are not making an unnecessary call. As
long as we continue in this way, counting calls that we know are necessary, we will get the
correct number of calls for the multicast.

For example, in Figure 2.2, suppose that we have My = {a (), b(c)}. Here, b will send to
c since b(,) is the lowest node that is waiting to send. Then, My 1 could be either {a(,), b(q)}
(if the transmission fails) or {a(), b(4),c(x)} (if the transmission succeeds).

In Figure 2.2, the initial state is {a(;)}. Table 2.1 gives a list of state transitions for every
possible reachable state in this graph; the vertex that will send to make the state transition
is listed in the “Action” column. This table corresponds to the following transition matrix.

The order of states in the table is the same as the order in the rows and columns in the
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matrix. ) )
p 1—p 0 0 0 0 0
0 0 p 0 O 1-p O 0
p 0 00 1-p O 0 0
P 0 0 0 p O 1-p 0 0
0 0 00 »p 0 1-p 0

0 0 0 p O 0 0 1—p

0 0 00 »p 0 0 1—p
10 0 00 O 0 0 1

If we rearrange the rows and columns of P* so that the final state is first, we can apply

Theorem 2.2. First, we get

[e)

—

|

S
o O o O

)

o’ o’ o o o

o O O o o o
o O o o oy ©
" o8 o

We are now interested in the matrix Q = (I — P)~!. In particular, though, we need only
be concerned with the first row of @), since we are only interested in the expected number

of steps from the initial state. The first row of @ is

1 —1 —p p p —1 —p
p3—p?—p+l p?*-1 p>’-1 p3—p?>—p+tl p*-—p?-pt+l p?>-1 p2-1
Finally, the sum of this row is

2p? —2p — 3 _3q3+2q2—2q

(p-12(p+1) 2¢ -1

which, by Theorem 2.2, is the expected number of calls necessary to multicast to this tree.

Note that for p = 0, the expected traffic is the number of edges and as p — 1, the
expected traffic goes to infinity. Both of these are true for any multicast tree.

The above method can be used for any multicast tree to determine the expected number
of calls. If there are o states, finding the expected number of calls by this method can be

done in time O(o3), since a matrix of size (0 — 1) x (¢ — 1) must be inverted [10].
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Consider a multicast tree consisting of only a source and A leaves adjacent to the source.
In this case, there are 2* states since it is possible that any subset of the leaves may be
informed. Thus, we see that finding the expected number of calls by the Markov method

yields a O(2%") algorithm, where n is the number of nodes in the multicast tree.

2.4 Basic Traffic Results

We can use the methods from Section 2.2 to get a basic traffic result for paths. In this case,
since no node has more than one child, Equation 2.1 is sufficient to calculate the expected
traffic on the path.

We will use path(i) to denote a path with ¢ edges and 7 + 1 nodes.

Theorem 2.3 Consider a path path(d), with nodes ag,aq,...,aq where ag is the source
and ag s a leaf. The expected amount of traffic necessary to multicast in this network s

q+ ¢+ +q% The expected number of transmissions by ag is E(relay(ap)) = ¢°.

Proof: We count the traffic using the probability theory method. The proof will be by
induction on d.

Base Case: It was shown in Section 2.2.2 that for d = 1, E(traffic(ap)) = ¢. It follows
that E(relay(ap)) is also g.

Inductive Case: Consider a path(d), with nodes ag, a1, ..., aq. We can assume the result
for path(d — 1). Thus, E(traffic(a1)) = ¢+ ¢* + -+ + ¢*~! and E(relay(a1)) = g% L.

Now, Equation 2.1 gives

Erelay(ao)) = ¢ - E(relay(a1)) = ¢,
and Equation 2.3 gives
E(traffic(ag)) = q - E(relay(a1)) + E(traffic(a;)) = ¢ + ¢ 1+ - + ¢ +q.

So, we have both results for d > 1. 0O

Unfortunately, the analogous approach for more general trees requires the use of Equa-
tion 2.2 for which we have no closed form. By using the probability theory method, we
will give some bounds on traffic in more general trees in Chapter 3. Other calculations
of expected traffic, particularly those used in Chapter 4, will be made using the Markov
method.



CHAPTER 2. COUNTING TRAFFIC IN TREES 20

Figure 2.3: Sample directed multicast tree with a cache

2.5 Adding Caches

As noted in Section 1.2.5, adding a cache to a multicast tree has the effect of splitting the
tree in two, with the cache in both halves.

We can now use the Markov method from Section 2.3 to calculate the expected traffic
for a tree with a cache. Consider Figure 1.3, repeated here as Figure 2.3. Figure 2.4 shows
the expected traffic for the tree in Figure 2.3, both with the cache shown and without. In

this example, the expected traffic required multicasting with no caches is

3¢° +10¢®8 +q"+¢% —24¢° +5¢* +21¢°> —15¢% + 3¢
(®+2¢*-3¢+1)(*+g—-1)(2¢-1)

If we add a cache at d, as shown, the expected cost becomes

3¢ +6¢%2—4gq
2qg—1 ’

The cost decreases by a factor of ¢ when a single cache is added.
By placing a single cache at other nodes in such a tree or by using multiple caches, the

expected traffic may vary. This will be discussed in more detail in Chapter 4.
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15

10

cache atd

expected calls

Figure 2.4: Expected calls for the multicast tree in Figure 2.3 with and without its cache,
for various probabilities of failure.
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w w
split,,
x 1 2 3
join,,
Y1 Y2 Y3 Y1 Y2 Y3

Figure 3.1: A sample of the split and join operation.

In this chapter, upper and lower bounds on the expected traffic necessary to multicast
in a given tree are found. This allows us to develop a heuristic method to place caches in

the network.

3.1 Terminology

Let T be a directed tree with node w. Let  be a child of w and y1,ys, ..., y. be the children
of z. Let split,(T") be the tree formed by replacing the node = with ¢ nodes 1, z3, ..., z. so
that each y; is the only child of z; and each z; is a child of w. To do this, replace the edge
from w to x in T with ¢ edges from w to z1,z2, ..., z., respectively and each edge from z
to some y; by an edge from z; to y;.

Similarly, let w be a node in T with children z, 2, ...,2z.. Let join,(T") be the tree
formed replacing the nodes z,z2,...,z. by « so that each child of a z; in T is a child of =
in join, (7). That is, if z; has children y;1,9i2,...,¥ic in T, then z in join,(7T") will have
each y; ; as a child.

See Figure 3.1 for an example of split and join.

3.2 Upper and Lower Bounds

The two operations split and join will be used to calculate bounds on the expected traffic
for a given multicast tree. These bounds are based on the following four lemmas.

First, we note that a split just below the root does not decrease network traffic.

Lemma 3.1 Consider a directed multicast tree T'. Let w be the source, x be a child of w
and y1,Y2, ..., Yx be the children of x. Then, E(traffic(T)) < E(traffic(split,(7T))).
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Y1 Y2 Z/i Z/é

Figure 3.2: Trees T" and split,(7") for Lemma 3.1.

Proof: Let T1,Ts,...,T; be the subtrees below yi1,y2, ..., yr, respectively. We label the
nodes of split,(7") with a prime to distinguish them from nodes of T'. See Figure 3.2 for an

illustration of this situation for £ = 2. We use the counting methods from Section 2.2 to

analyze both T" and split, (7).
First, we count the expected traffic for T'. Starting with =, we get
E(relay(z)) = E (max(q - relay(y;)) = q - E (max(relay(y;)) ,
and,
B(traffic(z)) = ¢ Y _ E(relay(v:)) + Y E(traffic(y;)).
Then, we have
E(traffic(w)) = gE(relay(z)) + E(traffic(z))

= ¢* - E (max(relay(y;)) + ¢ Z E(relay(y;)) + Z E(traffic(y;)) -

Now, counting traffic for split,(T),

E(relay(z;)) = qE(relay(y;)),

and
E(traffic(x})) = qE(relay(y;)) + E(traffic(y;)) .

Then, we have

B(traffic(w')) = ¢ > E(relay(z})) + Y _ E(traffic(z}))
= ¢ E(relay(y})) + ¢ Y E(relay(y})) + > E(traffic(y})).
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Now, comparing E(traffic(w)) and E(traffic(w’)), and noting that relay(y;) = relay(y;)

and traffic(y;) = traffic(y}) we see that

E(traffic(w')) — E(traffic(w))

=q¢*> E(relay(y) + ¢ > E(relay(y;)) + > _ E(traffic(y}))

— ¢ - E (max(relay(yi)) — ¢ Y E(relay(yi)) — Y _ E(traffic(y))

= ¢* (3 Elrelay(y})) — B (max(relay(y:))) ,
and since the expected value of the max cannot be more than the sum of the expected
values, we have that E(traffic(w’)) > E(traffic(w)). O

We must also consider the values of relay(w) and relay(w'). Let s be the source in a

multicast tree with a single edge, as in Figure 2.1. Now,

and

E(relay(w')) = E(max relay™ (z}))

i

= E(max(relay(s) - relay(x})))

Since the max of several copies of relay(s) will be larger than a single copy, E(relay(w)) <
E(relay(w")).
Lemma 3.1 can be used to show that a split anywhere in the tree does not decrease

expected traffic, as follows.

Lemma 3.2 Given a directed multicast tree, T and a node x which is neither the source
nor a leaf, E(traffic(T)) < E(traffic(split,(T))).

Proof: Let P(U) be true iff E(traffic(U)) < E(traffic(split,(U))). Note that if U doesn’t

contain x, we have equality.
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1 T2 z!

Figure 3.3: Trees T and join,,(T") for Lemma 3.3.

Base Case: Let w be the parent of z. By Lemma 3.1, we have that P(T,"). Since the
other children of w are unaffected by the split operation, we have P(T,). Also, from the
above note, we have E(relay(w)) < E(relay(w')).

Inductive Case: Given b, an ancestor of z with P(b), let a be the parent of b. Let
b1,...,b. be the other children of a. We have P(b) and P(b;) for each other child. Also, the
values of relay(b) and relay(b;) are the not greater in 7" than for split, (7).

Thus, relay(a) is not not less in split,(7") and

traffic(a) = traffic(Tb+) + Z traffic(Tinr) .

Now, we immediately have P(a). O

Now, we can get analogous results, showing that a join operation does not increase the

expected traffic.

Lemma 3.3 Consider a directed multicast tree T'. Let w be the source, x1,x2, ...,z be the

children of w. Then, E(traffic(T)) > E(traffic(join,,(T))).

Proof: Let T1,T5,...,T, be the subtrees below x1,zs,...,x., respectively. As in Lemma
3.1, we label the nodes of join, (7') with a prime. See Figure 3.3 for an illustration of this
situation for £ = 2. Let y;; be the j-th child of x;. We use the counting methods from
Section 2.2 to analyze both T" and join,, (T').

First, we count the expected traffic for the z;,

E(relay(z;)) = E(m;;tX(q -relay(yi;))) = q- E(m?X(relay(yij))) ,

and,

E(traffic(z;)) = > q- relay(yi;) + E(traffic(y;;)) .
J
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Then, for w, we get

E(relay(w)) = E(max(q - relay(z;))) = ¢* - E(max(max(relay(;;))))

and,

E(traffic(w)) = Z q - E(relay(z;)) + E(traffic(z;))

2

= Z (q2 ' E(m?X(relaY(yij))) + Z q - relay(yij) + E(trafﬁc(yij))>

3 J

=q- (Z E(m?X(felaY(yij)))) + Z Z q - relay(ys;) + E(traffic(y;;)) .

L)

Now, counting traffic for join,, (T),

E(relay(z')) = E(max(q - relay(y;;))) = ¢ - E(max(relay(y;;)))

,j ©J
and,
E(traffic(z")) = ) _ q - relay(ys;) + Eltraffic(ys;)) .
&J
Finally,
E(relay(w')) = q - E(relay(z"))
and,

E(traffic(w')) = q - E(traffic(z")) + E(relay(z"))

=q- E(H}?X(felaY(yéj))) + Y q-relay(yi;) + Bltraffic(y;;))
i ivj

Now, comparing E(traffic(w)) and E(traffic(w’)), and noting that relay(y;) = relay(y})
and traffic(y;) = traffic(y}) we see that

E(traffic(w')) — E(traffic(w))
=q- E(H}gx(relaY(yéj))) + Y q-relay(yi;) + Bltraffic(y;;))
1,j
—q¢*- (Z E(m?X(felaY(yij)))) — > q-relay(y;;) + Eltraffic(y;;))

i’j

=q° (E(Hgf;X(relay(yé,-))) - Z E(m?X(relaY(yij)))) :
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and again, since the expected value of the max cannot be more than the sum of the expected
values, we have that E(traffic(w’)) < E(traffic(w)). O

Lemma 3.4 Given a directed multicast tree, T and a node x which not a leaf,

E(traffic(join,(T'))) < E(traffic(T)).

Proof: The proof of this is analogous to that of Lemma 3.2, using Lemma 3.3 instead of
Lemma 3.1. [

3.3 General Bounds
First, a very simple lower bound can be presented, based on Theorem 2.3.

Theorem 3.5 Let T be a directed multicast tree. Let P be a path from source s to destina-
tion d, with length depth(T). Then, E(traffic(T)) > E(traffic(P)) = q+ ¢* + - - - + q3ePtR(T),

Proof: Since P is a subgraph of 7', the expected traffic cannot be less for 7' than for P.
Theorem 2.3 gives E(traffic(P)) = ¢+ ¢ + - -- + ¢P(T)

An upper bound and a better lower bound can be found by using the split and join
operations.

We define the broom graph of a tree T' in order to get a lower bound on the expected
traffic of T. The broom graph of T' consists of path of length depth(7") — 1 from a vertex x
to a vertex y, with the source at = and Ageptn(r) pendant vertices attached to y. Thus, the
broom graph of T' is a tree rooted at  with Agepen(7) leaves at depth depth(7T). The broom
of T' has a total of depth(T") + Ageptn(r) vertices. Given a multicast tree T', the broom graph
of T' can be formed by repeatedly joining vertices in 7'.

Figure 3.4(b) gives an example of a broom graph. The broom graph is formed from T’
by joining b and ¢ and then joining d, e and f.

A broom graph with a path of length a and b leaves is denoted broom(a,b). The node
above the leaves is called the branch node. For example, the broom graph in Figure 3.4(b)
is broom(3, 4).

Theorem 3.6 Let T be a multicast tree. Let T' be the broom graph of T. Then,
E(traffic(T)) > E(traffic(T")).



CHAPTER 3. BOUNDS ON EXPECTED TRAFFIC 29

(a) (b) ()

Figure 3.4: A multicast tree (a) with its broom graph (b) and spider graph (c).

Proof: The broom graph of 7' can be formed by repeatedly joining vertices. Thus, by
Lemma 3.4, we have E(traffic(T")) > E(traffic(T")). O

An analogous upper bound on the traffic can also be found. Let T' be a multicast tree,
with A leaves at depths aq,as,...,a), respectively. The spider graph of T consists of A
disjoint paths of lengths a1, aq, ..., a), respectively, with a common endpoint at the root, s.
The spider graph of T' can be formed by repeatedly splitting vertices of T'.

Figure 3.4(c) gives an example of a spider graph. The spider graph of T is formed by
splitting e and then splitting b in 7'.

The notation spider(aq,as,...,ay) denotes a graph with a source attached to paths of
lengths a1, as,...,ax. The spider graph of T' has the same number of leaves, at the same
depths, as 7. The spider graph has 1 + a; + a2 + ... + a) vertices. The spider graph in
Figure 3.4(c) is spider(2, 3, 3,3, 3).

Theorem 3.7 Let T be a multicast tree. Let T' be the spider graph of T. Then,
E(traffic(T)) < E(traffic(T")).

Proof: The spider graph of T' can be formed by repeatedly splitting vertices until no further
splits can be performed. Thus, by Lemma 3.2, we have E(traffic(T)) < E(traffic(T")). O

Now that we have the upper and lower bounds given by Theorems 3.6 and 3.7, we need
to determine the expected traffic to multicast to the broom and spider trees.
First, note that Theorem 2.3 gives that a path with d nodes has expected cost g + ¢% +

.-+ 4 ¢% 1. Combining this with Lemma 2.1, we immediately have the expected cost for a
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spider graph. The tree spider(a, ag, ..., a)) has expected cost

A
E(traffic(spider(ay, az,...,ay))) = Z (g+¢*+- +g%) . (3.1)
=1

Let A; be the number of leaves at depth i or more from the root. Then, for a spider

graph T,
depth(T)

E(traffic(T Z Aigt .

The expected traffic of a broom graph is more dlfﬁcult to calculate. A lower bound on
its traffic will be given. This gives a looser lower bound on traffic, but it is still better than
the lower bound given in Theorem 3.5.

Let T be the tree broom(a,b). Let the vertices on the path be x1,x2,...,z, so that z;
is the source and z, is the branch point. We will bound the expected traffic on 7" using the
probability methods of Section 2.2.

If we start with z,, Lemma 2.1 gives that the expected traffic is E(traffic(z,)) = b- q.
We must also count the number of times that z, receives the message from its parent. First,
note that )

Plreay(en) =i) =3 () @ -p) 1)
j=1
Thus,

o
E(relay(zg)) E i- P(relay(zq) = 1)
i=1

iiz() Ta-p) (- (3.2)

i=1j

I have been unable to evaluate this expression to a closed form. Although, since E(relay(z,))
must be increasing with b, its value can be bounded below by ¢, which is the expected number
of transmission rounds at z, if b = 1. So, E(relay(z,)) > ¢.

Now, we can use Equations 2.2 and 2.3 to get

E(relay(zq-1)) = q - E(relay(za)) > ¢*,

and
E(traffic(z,_1)) = q - E(relay(z,)) + E(traffic(z,)) > ¢* + bq .
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Figure 3.5: A 13-vertex multicast tree to demonstrate Corollary 3.10.

Continuing up to =, we get
E(traffic(T)) = E(traffic(z1)) > ¢® +¢* 1 +--- + ¢* + bg. (3.3)
This bound is not particularly tight and could be improved if a better approximation of

Equation 3.2 could be found.

We can restate Theorem 3.6 as

Theorem 3.8 Let T' be a multicast tree with Agepen(t) leaves at distance depth(T') from the
root. Then,
E(traffic(T)) > E (traffic(broom(depth(T), Adepth(T)))) .

Note that a similar argument can be used for nodes at other distances.

Theorem 3.9 Let T be a multicast tree with b nodes at distance a from the root. Then,
E(traffic(T)) > E (traffic(broom(a,b))) .
Proof: Let T' be the tree T with all nodes below depth a pruned. Since T” is a subtree of
T, E(traffic(T")) < E(traffic(T')). Applying Theorem 3.6 to 7" gives the result. [
This immediately gives
Corollary 3.10 Let b, be the number of nodes at depth a from the root of a multicast tree

T. Then,

E(traffic(T)) > traffic(b ba))) -
(traffic(T)) > 1Sa£rﬁgg§h(T)( raffic(broom(a, b,)))

For example, consider the tree in Figure 3.5. This yields the bound

E(traffic(T)) > max{¢* +¢* + ¢ +3¢,* + > +5¢,¢° + 3¢, ¢} .
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3.4 Summary

Let T be a multicast tree and let Tsp be the spider graph of T and T}, be the broom graph
of T.

Let ay,az,...,ay be the depths of the leaves of T, so that Tsp = spider(ay, az,...,ay).
Let d = depth(T") and recall that A\; is the number of leaves of T at depth d, so that
Tj,, = broom(d, A\g). Let b, be the number of nodes at depth a from the root of T'.

The results of this chapter are combined in the following Corollary.

Corollary 3.11 For T as described above,

traffic(b b.))) < E(traffic(T;,)) < E(traffic(T)),
Lo B3, (traffic(broom(a, o)) < Etraffic(Ty,)) < E(traffic(T))

and

A
E(traffic(T)) < E(traffic(Tsp)) = ani +¢% 44 g
i=1

Proof: This follows immediately from the theorems and traffic results in Section 3.3. [

Note that for both the upper and lower bound above, the highest order term is ¢¢ since

a; = d for at least one value of 1.
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Figure 4.1: A multicast tree to demonstrate cache placement calculations

We now have several tools to calculate the expected traffic to multicast in a given tree.

These tools can now be used to explore the optimal cache locations in these trees.

4.1 Calculation

We begin by considering cache placements in small trees. A sample of the calculations nec-
essary to determine the best cache placement will be given, using the tree, T' = spider(2, 3),
in Figure 4.1.

Using the Markov method from Section 2.3, implemented in Maple, as described in

Appendix A, we find that the expected traffic to multicast to T" with no caches is
E(traffic(T)) = ¢* + 2¢* + 2q.

The expected traffic is the same if we place a cache at the source a since the source already
acts as a cache. It is also the same if we place a cache at the leaves, d or f. Caches at the
leaves are not used since the leaves never send the message.

Thus, we can consider placing a single cache at b, c or e to decrease the expected traffic.
We can calculate the expected traffic of each of these placements by using the Markov
method and the subtree decomposition described in Section 1.2.5.

First, consider placing a cache at b. The subtrees in this case are spider(1, 3) rooted at
a, with b and f as leaves, and a path of length 1 (a path(1)) with b as the source. In this

case, the expected traffic is

E(traffic(spider(1, 3))) + E(traffic(spider(1)))
= (@’ +a*+2q) +q
=q¢"+¢*+3q.
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If we place the cache at ¢, the subtrees are spider(2, 1) and spider(2). Thus, the expected
traffic for T' with a cache at c is
E(traffic(spider(2,1))) + E(traffic(spider(2))) = 2¢*> + 3¢.
Finally, placing the cache at e gives subtrees spider(2,2) and spider(1). The expected
traffic in this case is
E(traffic(spider(2,2))) + E(traffic(spider(1))) = 24¢* + 3¢q.

Note that this is the same as the expected traffic when a single cache is placed at c.

The interval 0 < p < 1 where p is valid corresponds to ¢ > 1. Since the functions
¢® +¢®> + 3¢ and 2¢% + 3¢ do not cross in this interval, the optimal placement of a single
cache is the same for all q. The placement is not unique; placing a single cache at either ¢
or e gives the lowest expected traffic.

We can also consider placement of two caches in T'. There are three possible placements
in the interior vertices, {b, c},{b, e}, {c, e}.

First, if caches are placed at b and ¢, the tree is decomposed into three subtrees,
spider(1,1) with a as the root, path(1l) with b as the root and path(2) with ¢ as the root.
Thus, the expected traffic for T" with these caches is

E(traffic(spider(1,1))) + E(traffic(path(1))) + E(traffic(path(2)))
=2¢+q+ (" +q
=q¢*+4q.

If two caches are placed at b and e, the subtrees are spider(1,2) rooted at a, path(1)

rooted at b and path(1) rooted at e. The expected traffic here is
E(traffic(spider(1,2))) + E(traffic(path(1))) + E(traffic(path(2)))
=(®+2¢) +q+q
=q¢*+4q.

Finally, if caches are placed at ¢ and e, the subtrees are spider(2, 1), path(1) and path(1).

The expected traffic is
E(traffic(spider(2,1))) + E(traffic(path(1))) + E(traffic(path(2)))
=(®+29) +q+¢g
=q¢* +4q.
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Figure 4.2: Expected calls for various cache placements in Figure 4.1

For two caches, all three possible placements give the same expected traffic. Thus, two
caches could be placed at any pair of the interior nodes, producing the same expected traffic.
Lastly, we can place three caches, with one at each of the interior nodes. For these
caches, the subtrees are spider(1, 1) rooted at a and three copies of path(1) rooted at each

of b, c and e. Thus, the expected traffic is

E(traffic(spider(1, 1))) + 3 E(traffic(path(1)))
=(29) +34¢
=5q.

Figure 4.2 shows a comparison of the expected traffic for each of the possible cache
configurations in T'. All of the functions meet at ¢ = 1, as they must since ¢ = 1 corresponds
to p = 0, where the caches will have no effect on the multicast. Also, none of the functions
cross elsewhere, indicating that the optimal cache location does not depend on the value of

q. We will see in Section 4.3 that this is not always the case.

4.2 Examples

Forn =1,2,3,4,5,6, the number of rooted trees with n verticesis 1, 1, 2,4, 9, 20, respectively
(23, 24].
Tables 4.1, 4.2, 4.3 and 4.4 list optimal placement of one and two caches, where possible,

for multicast trees with three, four, five and six vertices, respectively. Where several cache
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| # | Tree [ 1 Cache | 2 Caches |
1. | e—0-0 eeoO

2.3

—O

Table 4.1: Optimal cache placements for all multicast trees with three vertices

| # | Tree |1 Cache |2 Caches |

3. | e—0-0-0 ®-0-0-0 ®-0-0-0
®—0-0-0

4. ®-—0-0 ®-9-O

5 5
5. ®-0-0 ®-0-0

S S

6. °

&N

Table 4.2: Optimal cache placements for all multicast trees with four vertices

placements are presented, they have equivalent expected traffic. For each of these trees, the

optimal cache placement does not depend on the value of p.

4.3 Moving Caches

In all of the examples so far, the optimal cache placement has not depended on the value
of p. Here, we show that this is not always the case.

Consider placing a single cache in the tree broom(4,3), as seen in Figure 4.3. In this
tree, we can place caches at any of b, ¢ or d.

If the cache is placed at b, the subtree containing the root is a path of length 2, with
expected cost q. The other subtree, containing the leaves, is a broom(3,3), which has
expected cost (11¢% —8¢% +11¢* —18¢3 +12¢> —3¢q)/(2¢—1)(3¢> —3q + 1).

If a cache is placed at ¢, one subtree is a path of length 2, with expected cost ¢?>+¢q and the

Figure 4.3: A multicast tree where the optimal cache location changes with p.
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| # | Tree |1 Cache |2 Caches |

7. | &0-0-0-0 | @&—0-—0-0 | e-e—e—0-0
8. g—o—o—o g—o—o—o g—o—o—o
g—o—o—o
9. ofifofo ofgfofo ofgfofo
10. ®—0—0-0 ®—0—0-0 o—0-0-0
A ! !
11. ° °
5% o i\o
12. ° °
&o oo
5o 5o
13. ° °
b .
% 5%
14. o .\o o .\o o .\o
s & b & b &
5. ol g\}o

Table 4.3: Optimal cache placements for all multicast trees with five vertices
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‘ # ‘ Tree ‘ 1 Cache ‘ 2 Caches ‘ ‘ # ‘ Tree ‘ 1 Cache ‘ 2 Caches ‘
16. | &0-0-0-0-0 | ®-0-0-0-0-0 | ®—-0O—8—-0—0—0 27. ®-0-0-0 ®-0-0-0 ®-0-0-0
—0 0—0 —0O
®-0-0-0-0-0 | ®—0—0—8—0—0 .o o 0 .o 00
®—0-0-0-0-0 0—0 -0
17. ®-0-0-0-0 ®-0-0-0-0 gfofofofo .70:;70
e B aicedl Baced B
gfof.ﬁ.ﬁo 29- o g\o o I\o ol I\o
18. ®-0-0-0-0 ®-0-0-0-0 ®-90-0-0-0 30 i) 0 f 6 f 6
6 A N .
’fgfof’*o b b b b4
31. ° °
19. ®-0-0-0-0 ®-0-0-0-0 ®-0-0-0-0 oo JaN
oo Do | o
) 32. ° °
20. | e-o0-o0-o0-0 o—o—o—g—o o—o—o—g—o O/iig O/ié
o—o—o—g—o 33. O/gy}o O/I\}O
o b
21. ®—0—-0-0 ®-0-0-0 o—0-0-0O
No & & )
®—0-0-0 3 g I
S 5% %o
22. o—g—g—o o—gig—o o—gig—o 35. . {/g\}o
23. o—o—g—o o—o—gio ° o—o\g
24. g—g—o—o g—g—o—o g—g—o—o
25. ®-0-0-0 ®-0-9-0 e-9-0-0
b 4 S 4 S 4
26. ®—0-0-0 ®-0-0-0 o—0-0-0O
S5 é $é 54é
®-0-0-0
54

Table 4.4: Optimal cache placements for all multicast trees with six vertices
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13 cache atb
cacheatd - cache atc
12

10

expected calls

1 11 12 13 1.4 15 1.6 1.7

Figure 4.4: Expected calls for various cache placements in Figure 4.3

other is a broom(2, 3), with expected cost (11 ¢°—¢*—15¢3+12¢*—~3¢q)/(2¢—1)(3¢>*—3 ¢+1).

Finally, if the cache is placed at d, the first subtree is a path of length 2, which has cost
¢® + ¢ + q and the other is a broom(1, 3), with expected cost 3q.

The total expected costs for each cache placement are compared in Figure 4.4. Note
that the expected costs for placing caches at ¢ and d cross. The intersection is at g ~ 1.396
which corresponds to p &~ 0.284. This indicates that for values of p less than 0.284, the
optimal cache location is d, as in Figure 4.5(a), but for larger values, the optimal placement
is at ¢, as in Figure 4.5(b).

All of the trees in Tables 4.1, 4.2, 4.3 and 4.4 have been checked and none have this
property. Thus, Figure 4.3 is the smallest tree for which the optimal cache placement
depends on the value of p.

Further, in the tree broom(6, 5) as seen in Figure 4.6, the optimal cache placement moves
twice. Similar calculations show that for p below 0.064, the optimal cache placement is at
f. For p from 0.064 to 0.462, the optimal cache placement is at e and for larger p, it is at d.

These examples indicate that in general, we cannot simply calculate the optimal cache

placements for a tree; we must calculate for a tree and a specific value of p.
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Figure 4.5: Optimal cache locations in Figure 4.3 for p < 0.284 (a) and p > 0.284 (b)

Figure 4.6: A multicast tree where the optimal cache location changes twice with p.
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4.4 Heuristic

Since we have no polynomial algorithm for determining the optimal cache placement, we
propose a heuristic method. We use the bounds from Corollary 3.11, which can be easily
evaluated, to find a good cache placement.

Let T be a multicast tree and let n be the number of nodes in T and n; be the number
of interior nodes in T'. Suppose that we wish to place n caches in T'.

For each of the (’7‘;) sets of 7 interior nodes, symbolically calculate the upper bound on
the expected traffic for caches at these locations. That is, for each possible cache placement,
decompose T into subtrees as described in Section 1.2.5 and sum the upper bounds from
Corollary 3.11 for each of these subtrees. This gives an upper bound on the expected traffic
for T" with these caches.

Keep track of the cache placement with the smallest upper bound for large values of gq.
This can be done by simply comparing the coefficients of the upper bounds, since we are
dealing with large q. This cache placement is chosen by the heuristic algorithm. If there
are several alternatives with the same upper bound, choose one arbitrarily.

The upper bound for expected traffic depends only on the distance of the leaves from
the nearest cache above. Thus, to calculate the upper bound, it is only necessary to traverse
the tree and determine the value of each \; for 1 < ¢ < depth(7T"). The tree can be traversed
and each \; calculated in time O(n). Comparison of the upper bounds involves comparing
the coefficients calculated. This can take at most depth(T") steps since there are depth(7")
coefficients. Thus, the heuristic algorithm can be executed in time O(n - depth(T') - (':7’)) -
O(n"+2).

4.5 Heuristic Examples

In order to illustrate the heuristic method, consider the tree 7', in Figure 4.7. The heuristic

method of cache placement will be applied to this tree.

4.5.1 A 13-vertex multicast tree, one cache

First, consider the placement of a single cache in this tree. Note that the upper bound is

depth(T)

dominated by a term of order ¢ . Since the heuristic chooses based on large g, it will

choose a cache placement which minimizes the depth of the tallest subtree.
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Figure 4.7: A 13-vertex multicast tree to demonstrate the use of the heuristic method.

The subtrees rooted at d and e are the tallest and have the same height. We can consider
putting caches at b, d, e, h, 7 or j since doing so would decrease the height of one of the tallest
subtrees.

Since b sits above both of the tallest subtrees, putting a cache there would mean that,
in the subtree decomposition, there will be no trees of height greater than 3, and thus the
upper bound will be in O(g®). If a cache was placed at any other node, there would be a
subtree of height 4 and the upper bound will be in O(g*). Thus, the heuristic will place a
single cache at b.

Since for large ¢, the bounds are dominated by a ¢¢ term where d is the height of the
tree, b is the optimal cache location for large g. So, in this case, the heuristic produces the

optimal solution for large q. Note that this might not be the case for smaller q.

4.5.2 A 13-vertex multicast tree, two caches

Now, consider placing two caches in this tree. The (g) = 15 possible placements, along with
their bounds are shown in Table 4.5.

Of these, we see that the lowest upper bound for large g occurs for caches at either b
and e or b and j. Since the upper bounds are the same, the heuristic indicates that either
of these alternatives can be chosen arbitrarily.

Let’s now examine how well the heuristic performed.

In this case, we can perform an exact calculation and see that the two alternatives,
caches at b and e or b and j, have the same expected traffic. Since we have a cache at b,
we are concerned with placing the other cache in the subtree T". This tree can be found

in Table 4.4 as tree number 26. Thus, placing the second cache at either e or j has the
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Caches Subtrees Lower Bound Upper Bound
b,c {a,b},{b,c, Ty, T.}, T, @ +q¢>+5q 3¢ +44¢>+8¢q
b,d {a,b},{b,d,T;,Tc}, Ty @ +2¢%+4q 2¢3+6¢>+8¢q
b,h {a,b},{b,d, h, T, To}, T}, @+ q®+4q 2¢° +64¢%>+8¢
b,e {a,b},{b,e,Tc, T4}, T @ +2¢%+4q @ +5¢>+8¢q
b, j {a,b},{b,e,i,5,Te, T}, Tj @+ q®+4q P +5¢>+8¢q
d,e {a,b,d,e,T.}, Ty, T, @ +3¢+5¢q 2¢3+7¢*+ 8¢
d,j {a,b,d,e,i,j,Te}, Ta, T} P+2¢3+7¢q 4¢3 +6q¢%>+8¢q
h, e {a,b,d,e,h,T.}, T, T: P®+2¢%+6¢g 3¢ +6¢%+8¢
h,ji | {a,bd, e h,i,j,T.}, Th, T} @ +q*>+8¢q 5¢°+5¢*+8¢
c,d {a,b,¢,d,To}, T., Ty CGHP+2¢+5¢|2¢* +3¢ +6¢%+ 8¢
c e {a,b,c,e, Ty}, Te, T, @+ +2¢+5q| *++5¢°+8¢q
¢, h {a,b,c,d,h,T.},T,,T), P+ +5q |2¢8+44 +5¢2 + 8¢
¢ j {a,b,c,e,4,5,Ta}, Te, Ty | ¢*+P+®+5q | *+3¢%+4¢* +8¢
d,h {a,b,d,T.,T.},{d,h}, Ty, | ¢*+ @ +¢*>+4q |2¢*+5¢> +6¢>+8¢
e,J {a,b,e,T;, T4}, {e,4,5}, T} PGP+ +5q¢ | 4343 +4¢42+8¢q

Table 4.5: Bounds for expected traffic in Figure 4.7 with two caches

same expected traffic. We see now that the heuristic could not decide between these two
alternatives since they are indeed equivalent.

Note that the lower bounds of the other choices are not higher than the upper bound
on the cache placement chosen, except those with ¢* terms. Thus, we cannot be sure that
we have picked the optimal placement.

For small g, less than about 2, the lower bounds for the possibilities with ¢* terms are
lower than the upper bound for the cache placement we chose. Thus, it is also possible that
one of these cache placements is better for small g.

We know that the heuristic found a cache placement with minimum order. The place-

ment chosen seems to be good, for this tree.

4.5.3 The broom graph broom(4,3)

In Section 4.3, we saw two multicast trees for which the heuristic algorithm cannot always
pick the best cache location for a single cache. The optimal location for a single cache in
the trees in Figures 4.3 and 4.6 changes with ¢. Since the heuristic does not take the value
of ¢ into account, it cannot always choose the optimal location.

First, consider applying the heuristic to the placement of a single cache in the broom
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graph broom(4,3), as in Figure 4.3. The heuristic will place the cache at d since this
minimizes the height of the tallest subtree. As noted in Section 4.3, this is optimal for large
q.

The largest difference between the heuristic placement and the optimal placement is
at ¢ = 1.197. Here, the expected number of calls in the optimal case is 7.939 and with
the heuristic placement the expected number of calls is 8.034. Here, the difference in the
expectations is 0.095 calls or just over 1% of the total.

Thus, even though the heuristic does not give the optimal solution for all cases, the

solution that it gives is very close to the optimal for all g.

4.5.4 The broom graph broom(6,5)

Now, consider applying this heuristic to the tree broom(6,5), as in Figure 4.6. The heuristic
will place a single cache at d in this tree. Again, this is optimal for large q.

The largest difference is at ¢ = 1.492. The difference in the expected number of calls is
0.734 or about 3% of the total.

Again, the heuristic gives a solution which is very close to the optimal solution.

4.5.5 Summary

As these examples illustrate, the heuristic method can be used to suggest cache placements
quickly. To evaluate the bounds in Corollary 3.11, it is necessary only to count the number
of vertices and leaves at each level in each subtree.

For the particular examples given here, the heuristic performs well, giving optimal or
near-optimal placements. To determine how the heuristic performs more generally requires

additional investigation.
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Figure 5.1: A communications graph with source a and destinations {e}

In previous sections, we have assumed that the multicast tree has been chosen and we
wish to determine a cache placement which allows us to minimize the expected traffic for
our multicast. We believe this is a hard problem, in general.

From a more systems-oriented viewpoint, both the multicast tree and the cache place-
ment need to be chosen. An obvious problem to consider is to choose the best solution to
this larger problem. That is, given G, D and s, find a multicast tree and cache placement
that gives the best expected traffic over all pairs of multicast trees and cache placements. In

this chapter, we show that this larger problem is NP-complete for directed acyclic networks.

5.1 Example

As an example, consider placing a single cache in the graph in Figure 5.1. In this graph, a
cache can be placed at b, ¢ or d. A cache placed at the source or at a destination will have
no effect on the traffic, as above.

Suppose a cache is placed at either b or ¢. The subtree containing a, b, c,e, as in Fig-
ure 5.2(a), has expected cost ¢> + 2¢. The other possible subtree, containing a,d, e, as in
Figure 5.2(b), has expected cost ¢° + q.

Now, suppose a cache is placed at d. The subtree containing a, b, ¢, e, in Figure 5.2(c),
has expected cost g3 +¢+q and the subtree containing a, d, e, in Figure 5.2(d), has expected
cost 2gq.

Of these, the lowest expected cost is with a cache at d, using the sub-path a,d, e as the
multicast subtree. This gives the lowest possible expected traffic for a single cache in this

network.
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X a a a X a

Figure 5.2: The four possible multicast trees and cache placements in Figure 5.1

5.2 NP-Completeness Result
We show that the process of choosing the optimal cache locations in a graph is NP-Complete.

Theorem 5.1 Given a directed acyclic graph G = (V,E), a source node s € V, a set
of destinations D C V, an integer n and a number k. To determine whether there is a
placement of n caches in G for which the expected network traffic for some subtree is at

most k 1s N P-complete.

Proof: To prove this, we will show that it can be used to decide 3-SAT [13]. Consider
an instance of 3-SAT with variables v, v2,...,v, and clauses a11 Va2 Va3, a1 VasV
a3,-.-,am,1 V am2 V @y 3 where each a; ; is either v, or v, for some 7.

We will now construct an instance of multicast cache placement on a directed graph
which has expected traffic at most a given k iff the 3-SAT instance is satisfiable. Let the

following be the vertices.

e a source node, s

e nodes for each literal, vy,v1,...,v,,7,

e destination nodes for each clause, c1,c¢2,...,cmn

e a destination node for each variable, wy,ws, ..., w;.
Now, create the following directed edges.

e from s to each v; and 7;.

e from each v; and 7; to w;.
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¢y =v1 Vug Vg

c2 =701 Vv2Vus

c3 =12 VU3Vuy

Figure 5.3: The multicast graph created in the proof of Theorem 5.1, for the instance of
3-SAT with clauses listed, with n =4, m = 3.

e for each clause a;1 V a;2 V a;3, from a; ; to ¢; for j = 1,2,3.

Figure 5.3 gives a sample of this construction for (v VuzVug) A (01VvaVT3) A (v2 VT3V vy .)

Now, consider the problem of determining the optimal cache placement in this graph.
Let the number of caches be n and let k = ¢ (2n + m).

Caches will not be placed on any of the w; or ¢; vertices. These nodes have no outgoing
edges, so a cache placed at any of them could never retransmit the message. Thus, that
cache would have no effect on the total traffic. A cache will not be placed at s since the
source already acts as a cache. So, again a cache here would have no effect on the total
traffic. Thus, all caches must be placed at either v; or v; nodes.

If caches are placed so that each w; and ¢; has an in-neighbor which is a cache, we can
choose a multicast tree like Figure 5.4 where each destination node has a parent which is
a cache. In such a tree, the traffic may be calculated using the decomposition described in
Section 1.2.5. In this multicast tree, each of the subtrees is a path(1) and has expected cost
g. Thus, this multicast tree has the expected number of transmissions k = ¢ (27 +m), since

there are 21 + m subtrees.
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Figure 5.4: An optimal cache placement and subtree for Figure 5.3

Suppose that there is an ¢ such that neither v; nor v; are cache nodes. Then, w; has
no cache between it and the source. Consider any multicast subtree, T', of this graph; T
must contain either v; or v; in order to contain w;. Without loss of generality, suppose T’
contains v;. Let mg be the number of c¢; vertices below v; in T'. Then, the subtree TJ is
a broom(1,1 4+ mg). From Corollary 3.11, the traffic of this graph is bounded below by
q® + (1 +myp)g. Thus, the total expected traffic for T is

E(traffic(T)) = E(traffic(T,)) + E(traffic(T \ T,"))
= E(traffic(broom(1,1 4+ my))) + ¢ [2(n — 1) + (m — my)]
> ¢* + (1 +mo)q +2q(n — 1) + q(m — mo)

=@ -9 +q2n+m).

So, for ¢ > 1, the expected traffic is larger than k.

Thus, for each ¢, either v; or v; must be a cache to get k expected transmissions. By the
pigeonhole principle, since we have i caches, at most one of v; and v; can be caches.

Now, suppose that this instance of 3-SAT is satisfiable. Then, choose the vertices corre-
sponding to the true literals in the solution as caches, and choose a subtree so that each ¢; has
a parent which is a cache. From the above, this gives an expected number of transmissions
of k.

Conversely, suppose that there is a cache configuration which gives a subtree where each

c; has a cache as a parent. Then, using the cache vertices as true literals, we see that the
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3-SAT instance is satisfiable.
Thus, the instance of 3-SAT is satisfiable iff it is possible to distribute caches in this
network and choose a multicast tree so that the expected number of calls is at most k. Thus,

we see that the cache placement problem on digraphs with no directed cycles is NP-complete.
O

The best algorithm we have for the original problem of cache placement in a multi-
cast tree takes exponential time and we have also seen, in the previous theorem, that the

generalization of this problem is NP-complete. Thus, we propose the following conjecture.

Conjecture 5.2 Given a directed multicast tree, T and a mazimum number of caches, 7,
we wish to determine if there is a location of caches that gives an expected number of calls

at most k. This problem is NP-complete.
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6.1 Summary

Two methods were developed in Chapter 2 to count the expected traffic to multicast in
a given tree. The probability theory based method of Section 2.2 is difficult to calculate
because it is necessary to find the expected value of the maximum of several random variables
in Equation 2.2.

The Markov based method in Section 2.3 can be calculated in a much wider variety of
cases. However, it is necessary to invert a matrix of size up to 2™ x 2" where n is the number
of nodes in the tree, in order to calculate the expected traffic, using the fundamental Markov
method. Thus, this method of calculation is quite slow.

In Chapter 3, the transformations on a multicast tree 7', split and join were introduced
and shown to not decrease and not increase, respectively, the expected traffic to multicast
in T'. These were used to create the spider and broom graphs of T'. The expected traffic of
these graphs was calculated, giving general bounds on the expected traffic to multicast in
T. These bounds are summarized in Corollary 3.11.

Having bounds which can be quickly calculated allows us to more closely examine the
problem of cache placement in Chapter 4. First, a method to calculate optimal cache
placement is given. This relies on calculating the exact expected traffic and thus can be
applied only to small graphs. The optimal cache locations were calculated for all trees with
3, 4, 5 and 5 vertices; the results of this were presented in Tables 4.1, 4.2, 4.3 and 4.4. In
Section 4.3, it was shown that for some trees, the optimal cache location depends on the
value of p.

For larger trees, a heuristic method of determining cache placements was given. This
heuristic uses the bounds presented earlier.

Finally, a more general version of the problem was considered in Chapter 5. This more
general problem of cache placement shown to be NP-complete in directed acyclic graphs in
Theorem 5.1.

6.2 Other approaches

There is an another method of performing Markov calculations based on flow graphs [14, 19,
20]. In this method, the Markov chain is represented by a directed graph (the flow graph)

where each state corresponds to a vertex in the graph. The edges are weighted to carry the
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transition probabilities.

There are several methods of calculating the generating function from this graph [20].
The generating function contains a great deal of information about the Markov process. In
particular, for a Markov process with the generating function F(p), the expected finishing
time is F'(1).

This method of performing the Markov calculations could have advantages over the
matrix-based method used here. We must first calculate the generating function in order to
determine the expected traffic. Given the generating function, there may be other interesting
information which can be easily calculated from it.

It is also possible that the flow graph Markov method is more computationally efficient.
Since there are still O(2") states where n is the number of vertices in the tree, the algorithm
must still take time at least O(2"). The matrix-based method, as we see in Appendix A, is
O(237).

6.3 Future Work

There are many possible aspects of Internet multicasting that have not been explored.

We found a lower bound on the expected traffic for broom graphs in Corollary 3.10. This
is not a particularly tight bound. If a better bound on the traffic of a broom graph could
be found, it would lead to a better lower bound for E(traffic(T)) and thus greater certainty
in the choices made by the heuristic given in Section 4.4.

On real networks, the probability of transmission failure is quite small. It remains to be
seen how effective caches are with values of p and network configurations which correspond
to those of the Internet or other real networks.

We have considered the problem of cache placement in a multicast tree. The best algo-
rithm we have to produce an optimal solution for this problem takes exponential time. Thus,
we proposed the heuristic algorithm given in Section 4.4. We have also seen in Theorem 5.1
that a generalization of this problem is NP-complete. This lead to Conjecture 5.2.

A different cost function could be considered. Here, we focused on minimizing network
traffic. It would also be relevant to consider the time taken to complete the multicast. There
are some details of the timing of the multicast algorithm given in Chapter 1 that would have
to be specified in order to do this. It would also be possible to consider some aggregate of

time and traffic.
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In general, the multicast that we are considering is not the only traffic in the network.
There could be other communications taking place between nodes in the network which are
not part of the multicast process. We could ask how this other traffic interacts with the
multicast we are considering.

In particular, there may be other multicasts taking place from other sources to other
destinations, which may have started at different times. Is it possible to place some caches in
such a network to minimize the traffic necessary to complete both multicasts? The problem
of finding a single spanning tree for several originators has been studied [12].

Finally, caches are used on the World-Wide Web to decrease network traffic [9]. This
process is similar to the multicast problem considered here, but the destinations request
the message at different times. This leads to several complications in the analysis of the
problem. First, a reasonable model of the request behaviour must be determined. There
has been work in this area [1, 2]. Also, with web traffic, the assumption made here that
a cache can hold all of the messages which pass by becomes unreasonable. Thus, we must
create and model some policy for removing information from the caches. Work has also
been done in this area [8, 26]. Finally, all of these must be worked into a model similar to

the one used here and analyzed.
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All expected traffic results for specific graphs were calculated using the Maple symbolic
manipulation package. The Markov method for calculation was implemented. A description

of the algorithms follows.

A.1 Generating Possible States

This algorithm first analyzes the tree to determine a list of valid states. States consist
of a set of pairs [a,b], which corresponds to the notation a(;). The pairs consist of two
vertices—and informed vertex and the child it will send to next, as in Table 2.1.

This procedure takes the power set of all possible pairs and eliminates sets which don’t
correspond to possible states. Thus, this algorithm requires 2(2") time, where n is the
number of vertices in the tree.

We let o denote the number of states found. As stated earlier, o € O(2").

A.2 Generating the Transition Matrix

This algorithm forms a sparse matrix of size ¢ X o and iterates over the states, filling in the
states reached by success and failure in each case, as in the example in Section 2.3.2

Determining the next state is not easy. First, the algorithm determines which vertex
should send in this step (if no vertex should send, this is the final state and the process will
stay in this state with probability 1). The lowest vertex with uninformed leaves below it, a,
is found—it is the vertex which will send. Let b be the receiver of this call. That is, a() is
in the state.

Recall from Section 2.3.2 that the multicasting process must be decomposed so that
a single call occurs in each Markov step. This is done using the method described in
Section 2.3.2.

Now that a has sent, a(;) must be removed from the state and, if b is not the last child
of a, replaced with a(,) where c is the next child of a. It is, however possible that all of the
children of ¢ are already informed. A function is called which detects this and adjusts the
state accordingly. This gives the next state if the call fails—p is entered into the appropriate
column.

Next, b is added to the state. This gives the next state if the call is successful—1 — p is

entered into the appropriate column.
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Once the row corresponding to each state has been filled in, a function checks the matrix
and determines which states are actually reachable. There may be states which cannot be
reached due to slack in the state generation function described in Section A.1. The rows

and columns corresponding to unused states are deleted. This speeds the remaining steps.

A.3 Using the Fundamental Markov Method

Finally, the expected number of calls can be found using Theorem 2.2, the Fundamental
Markov Method.
This stage involves removing a row and column from P to get @} and calculating N =

(I—Q)~!. The inversion of this matrix is the most expensive step since it is O(c3) C O(23").

A.4 Cache Placement

The above algorithms can determine the expected cost of multicasting to a given multicast
tree. By dissecting a tree, as described in Section 1.2.5, the expected traffic for a tree with
caches can be determined.

A procedure takes a tree and a given number, 1, of caches. Every n-subset of internal
nodes is checked as a possible set of caches. Each set of caches and the expected traffic for
that placement is returned.

Note that the optimal cache placement can depend on p, as seen in Section 4.3. Thus,
the above algorithm must determine the optimal cache placement for a given p. The various
expected costs can also be compared for intersections. If there are any intersections, the

optimal cache placement may change at this p.
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